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Training Power Probe

Basics

Version 06-Jun-2024

The PowerProbe is an accessory device for the TRACES32 debugger. It is optimally suited to record
peripheral signals of up to 50 MHz.

The PowerProbe Configuration Window

To use the PowerProbe the first step is to open up the PowerProbe configuration window.

[ 4. TRACE32 POWERPC [POWER TRACE ETHERNET @] g EREN)
File Edit View Var Break Run CPU Misc Trace |Probe| Perff Cov MPC55XX  Window Help
| (1 3 | + &2 | (2 || | ;ﬂ:f| ® k?| | | j5f* Configuration PowerProbe...
= Timing
ﬁ B::Probe.state 7 List EI@
state used available Pulse Generator... ilable TSYNC — selected
(2) DISable | Pattern Generator... CK %.C5 FALLING
G OFF 22536, :I Configure Probes... ?SSOI
) Arm Size
() TRIGGER 1048572, <- 3 ig =
() Break w7
Rate %8
commands Mode SyncClock CSElect i?ﬂ
® Fifo OXEOXxX x11
© stack BxEx heE
O Fix © 50MHZ Ox OX | [&count || | |x13
List Mux © 100MHZ BXBX *.15
I © Transient | | ) 200MHZ WORD POD
[ AutoArm @ 400MHZ Oy00 000 =4 NAME
AutoInit s0C BXEOxX TPreDely TCount TDelay
[C] Seffarm 1.311ms 0. 10%
DEFAULT - 0. 10% -
TSelect
ER | Twidth Tout
and [CJAsYNG [ 0.000us [[]BusA
and [CIPATTERN|
or [Cprogram |
or [lBusa [
‘B: :|Probe. state
[ rok1 ][ state J[ st [ Timng |[ wiew |[sTATistic ][ cChart | [PROfieChart| [ DRAW | [ other | [ previous
POWER DOWN MIX R

I Probe.state

Display PowerProbe configuration window
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The PowerProbe Connector

Now you have to physically connect some signals to the PowerProbe. The PowerProbe has 3 pin columns,
each with 32 pins. The regular signal inputs are on the left and right column. The middle column contains
special input and output pins.

What is especially important, is to connect the ground pins on the middle column to a ground plane or pin
on your target!

Special Pins

HEE| — Xo00
EENn
EEE
EEE
EER
NN
RN
RN
EER
(11
EEN
EEN

Pin X.32-X.63 Pin X.00-X.31

X.32

— X3

X.63

PowerProbe Input Connector
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Standard Sampling Mode

The standard mode for the PowerProbe is Transient Mode.

X0.Xn — — — —

Trace RAM

Sampling in defined Transient detection
sampling frequency

With the settings in the Mode box, you can change the sampling frequency of the PowerProbe. The default
is 100 MHz (100 MSamples/s). In this default mode all input pins are freely usable. When you select

200 MHz, only input pins x.0-x.31 can be used. In 400 MHz mode only input pins x.0-x.15 are available. In
50 MHz mode, the PowerProbe lowers its sampling rate to 50 MSamples/s.

Probe.Mode 400MHz ; set the sampling frequency

Probe.Rate Transient ; select transient recording
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Arm/Disarm the PowerProbe

When your pins are physically connected to the PowerProbe, you can start a recording by clicking on the
Arm button in the PowerProbe configuration window. To stop the recording you can click the Off button. You
can view your recording by clicking on the Timing button.

4+ TRACE32 LOCAL BUILD NIDS IT USB

=10l ]

File Edit Wiew Wwar Break PRun CPU Misc Trace Perf Cov  Window Help
ME 3 e rn e o N dss @ 2
=10] x|
— shate — uzed — available selected
I~ DISable B
* 0OFF 41218 >
 fm ‘ Gize <
 TRIGGER | | 22183 <l
" Break
— Rate
— commands — Mode SyncClock
RESet {* Fifo e
) Init " Stack T om
TEST " BOMHZ u
* 100MHZ T oE
" 200MHZ WwWORD

=101 %]

@ Amn I &) Test I
Oms -360.000ms -353.500ms -3559.000ms -358.500ms -358.000ms -357

e e e e e e e

P

emmilate I trigger I devices I frace I Data I War I FERF I other I prenions I

[C-T: 020127 -358.828ms | C-R: -20127. | CZ: + [stopped [ [ [ M JuP g
Probe.Arm Arm the PowerProbe
Probe.OFF Disarm the PowerProbe
Probe.Timing Display trace contents as timing diagram
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Signal Names

Now you can see your signals, but remembering the meanings of the signals is not very convenient. So first
of all we will give the signals better names. This is done with the NAME.list window, which is reachable from
the PowerProbe configuration window with the NAME button:

4 TRACE32 LOCAL BUILD NIOS IT USB 3 5 Il:llﬂ
File Edit Wiew Wwar Break PRun CPU Misc Trace Perf Cov  Window Help

M3 e r»n e o lauEsacs @z

B Delete =/ Group...| 1 Pods.
configuration
.00 #.D1 ®.D2 %.D3

#.05 wUJWR o w DATA ». D0 .01 «.D2 =.D3
Transient

Transient

Transient

Transient

Transient

Transient

Transient

Transient

Transient

Transient

Transient

=
o
—

x

O O3E 3% 3% 3E 3E 3E 5F 3E 3
O 00 - OO GO R —
T T Vol e S
+ o+t o+ o+

=
==

E?Ehange Name i |EI|5| E¥ Define Word,/Group

— channel narne — hame

[7 =] 2 cs [sBUS

— polarity colar ——— configuration — § — available zelected

Lol | W Momal f* Tranzient g.BUS %5
a 1[ 5 * m Red " FallingTransient :gﬁaTA Lg.ET.ﬂ.
| Mark " FisingTranziznt . =00

) .01
 NoTransient ) - :.D2

" Sync %, 4 «D3

Cahicel I

Create I Delete Cahicel

P

emmilate I trigger devices frace I Data I War I FERF I other I prenios I

| P-000000B0 “4exTbexl smain+050 [stopped [ | | CTER TR
NAME.list List channel names and attributes
NAME.Set Assign name and attributes to a channel
NAME.Word w.<name> <channel> <channel> ... Group channels to a word
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The configuration of the naming of the pins can be stored in a script. The TRACES32 software can create

such a script for you: You just have to click on the Store button the NAME.list window.

=4 B:NAME.list

===

(¥ Delete ]@ Store..| (=4 Word..)| =/ Gou... [ Pods...]

pin [name |.; pol [configuration

®. 0 ®. SCK +
w1 *.MOSI +
x.2 x.MIS0 +
.3 *®.C5 +
.4 .4 +
%5 %.5 +
X. 6 X. 6 +

Transient
Transient
Transient
Transient
Transient
Transient
Transient

STOre <file> NAME
ClipSTOre NAME

B::Probe.Timing g.bus

Create script for NAME settings.

Create TRACE32 commands for the NAME settings and copy them
to the clipboard.

=10l x|

@& 2im I G Test I

1 i

-0.265015000s —D.255|
[

=y

]

s e[ d]

-

d 7

In this example we have a bus on which there are 4 data pins grouped to a word, one active high ChipSelect
pin and an active high Read/Write pin.
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Another way to view your signal is the Probe.List window. This window is useful, if you are more interested
in raw bus data than in timing wave forms:

¥ B:Probe.Lisk 2 10| =]
WSetup...l {3 Goto. | #9Find..
record [®.cs [#.wr [fa =
-000028 Waowr Oy 2+
-00ooz27 a7 +*
-000026 i
-000025 w.ur 09 ¥
—000024 |%.cs =.wr 09 =
-000023 “aowr 09
-0ooonzz2 ns
-000021 s“aowr 00
—0oo0z20 “.wr OB
—000019 |x.cs = wr 0B
-0o0018 “.wr OB
-0ooo17? 0B
~000016 i
-000015 “owr 0D
—000014 |%.cs =.wr 0D
-00o013 “owr 0D
—0oo012 oo
-00oo11 s“aowr 00
—0oo010 w“.wr OF
-000009 |x.cs <. wr OF
-00o00og w“.wr OF
-0oooo? aF
-000006 L] hd
JI KN 4
I Probe.List Display the PowerProbe trace contents textually.

One question which often comes up is how much data you can trace with the PowerProbe. The answer is
not simple: When a signal is recorded in transient mode (the default), then only changes of the signal are
recorded. So in the above recording one full bus cycle needs five records in the PowerProbe memory, when
the timing is optimal. In the Probe.List window this transient recording becomes most obvious, because one
line in the Probe.List window corresponds to exactly one record in the PowerProbe. Because the
PowerProbe can store up to 256K records, you can record 52000 bus cycles in this example. It isn’t really
possible to tell how long the time period of a recording will be, because this is completely dependent on the
frequency of your recorded signals.

©1989-2024 Lauterbach Training Power Probe | 9



Link the PowerProbe to the Application Debugging

When you are debugging an application, you usually want to start the PowerProbe recording, when your
application is started and stop it, when your application stops. This is the default behavior of the
PowerProbe, when the AutoArm option is enabled.

Probe.AutoArm ON Link PowerProbe recording to the execution of the application
program.

=10l x|
— state — uzed — available zelected
" DiSable |
% OFF 0. 5
i - Size <
" TRIGGER EE <l
" Break
— Rate
— commands — Maode — SyncClock — CSELect
RESet e Llar ] m
& Init " Stack | IR (I
TEST " Fix " BOMHZ | [ &t Count
i € b &~ 100MHZ o Gt
EEjTiming & Transient " 200MHZ —wWORD :l POD
W Autasim i " AD0MHZ | 0pO00 D =4 NAME
[ AutaTEST Fsoc——— |0 XX
I Aialnit lﬁ ¥ advanced |
Fifo/Stack Mode

If you select Stack mode, the PowerProbe will stop the recording as soon as the trace memory is full. While
this mode seems to be natural it actually is only useful when you want to see what happens at the start of a
recording. In Fifo mode you will see the traced signals up to the point of time, where the PowerProbe was
stopped. A more detailed explanation follows in the next chapter.

I Probe.Mode <mode> Specify the sampling mode for the PowerProbe trace.
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Measurement Statistics

Another useful basic feature is the capability to measure a signal. To do that you select the part of the signal
you want to measure and use the context menu, which pops up if you right click on the selected part:

B:Probe.Timing x.clk E i ] B4
& Setup...| =4 Name...| 1A Goto.. | #3Find.. | 4 In [ b4 0wt|dFul] QOFF | @ am | @ Test |
-95.212ms -95.210ms -95.208ms -95.206ms -95
ling \ 1 | I
1 W CLKR 11— 1 —J T LT LT L TiLJT Prabe
[ «l 0| »l 4 I J 4p Zoom Window
07| B::Probe.STAT.Measure {(18676.3158255535)--(18676.3158 5
ﬁSetup...l & Init |
recs: 17 time:  5.757us bits: ! o, corpef
lead: 0.207us tail:  0.080us SR
T v S 8 2k Set Zero
w2 CLE avr |min [max |bits
S time| 0.329us 0.32005 0.330us i} Toagle Bookmark
e Time 0.400us 0.400us 0.400us @Sﬂ @[5
period 0.724us 0.720us 0.730us n
freguency 1.380E7MHz 1.369863MHz 1.388888MHz 2 @%'\-'iew
duty cycle| 45:35 44:58 45:55 0. List
bits 01010101 01010101 Timi
LSB first [Aa Af s Timing
MSE first |55 55 |
I Trace.STATistic.Measure Statistic information about a single channel
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Postprocessing

If you don't find time to analyse the information sampled by the PowerProbe, you can save the trace
information and analyse it later.

I Probe.SAVE <file> Save PowerProbe configuration and trace contents to a file.

There are two ways to postprocess the trace contents of the PowerProbe.
1. Postprocessing with a TRACE32 Instruction Set Simulator.

2. Regarding the saved contents a reference and compare it with other recordings.

Postprocessing with a TRACE32 Instruction Set Simulator

; load trace contents and PowerProbe configuration

Trace.LOAD testl.ad /Config
all Trace.<sub_cmd> apply to the loaded trace contents now

7

; display the trace contents as timing diagram
Trace.Timing

= BuTrace.Timing =l B2
[ & setw... |4 Name...[Y Goto...|[ #1Find... |[4p In |[pq 0 MM Full| O off |[ @ Arm |[ & Inic || € Swepshot | used:
Ny 725.000us 730.000us 735.000us 740.000us 745.000us
*SCK s T
X.MOST |
X.MIS0fH _
M %.C5( -
x'4‘ - - - - 3
4 |l F 4 3

LOAD in red indicates that the displayed trace contents
was loaded with the Trace.LOAD command
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Reference trace contents

; load trace contents
Probe.FILE testl.ad /Config

7

Probe.Timing /FILE

Probe.ComPare , x.MOSI /FILE
Probe.ComPare , ALL /FILE

display the trace contents as timing diagram

compare trace contents with file

2| B:Probe.Timing /FILE

= EE==

[P setp... |E7 vame.. IIR Goto...|| 3‘3Flnd ||0 In ||Non|||0|m|l|| © off ||_9Arm ||_9 Init._ | @ Swapshot | used: [N 1048572,

000us -84 -86.

-856.000us -854.000us

4 (mfr 4

FILE in red indicates that the displayed trace contents was loaded with the

Probe.FILE command
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Simple Trigger

X.0.. Xn »

A standard scenario is that you don’t want to look at a complete recording, but you want to see a specific

Simple Trigger

= Trigger the PowerProbe

(Probe. TSELect TSYNC ON)

- Show trigger on pin TOUT7/8

(Probe. TOUT E/F)

| g Show trigger on PODBUS

(Probe. TOUT BUSA)

event and the things which happened before and after this event. So it's necessary to define such an eventin
the PowerProbe:

selected

— available

=10l x|

TSYMC — selected

l aBUS s
wDATA #D0 LOW
i w4 %01 LOW
7 %5 T o | |D2Low
T :;\fﬁ ? « D3 L0W
::190 s
v 1 X
— SyneClock — CSELect :1%
v s <] | | |x1a o
CxrT &
o Court 217 <- all
T e Q Gt ne
—WORD ™ POD #.20 x|
| [ =4 NAME
o — TPreDelay — TCourt — TDelay
A advanced | | | 0.000 0. 0.000
Joooo = | o Joooo =]
— TSelect F
F TsyNe [ SIMPLE \ — Twidth — TOut
and ™ asYNC [ AsYNC [ooon || T Busa
and [~ PatTERM [ PATTERN
or [ Program [ Frogram
or [ Busa [ TrBus

The checkbox TSYNC in the lower left corner selects the so-called Simple Trigger as trigger source.

I Probe.TSELect TSYNC ON

Select simple trigger as trigger source for the PowerProbe

The window pane on the upper right defines the event on which the PowerProbe will trigger. So in the above
example a trigger will be detected, when x.CSis high and X.D0-D3 are low.
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The settings in this window pane can be changed with the buttons left to it. With these buttons you can select
if you want to trigger on a high or low level, or on a falling or rising edge of a signal.

When you want to trigger on a certain event, you should use the PowerProbe in Fifo mode. This means that
the PowerProbe will record data until it is stopped by an external event. Such an event is either a trigger as
described above, or a manual stop of the PowerProbe (as for example when the application stops).

I Probe.TSYNC.SELect <channel> Low | High | Falling | Rising
To understand the rest of the settings of the Simple Trigger it is necessary to understand how the Fifo mode
works. You can visualize the data which is traced by the PowerProbe as a sliding window on a time line:

Records in

the PowerProbe
Memory

Past E % Future
>
* Time

Now

Now you can visualize a recording in the following way:

H >

4H -
PowerProbe has recorded 256K Frames

H »

—H >

H -

So at first the trace memory starts to fill up and after the trace memory is full, the window starts to slide.
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When a trigger event happens, the PowerProbe can break immediately. In this case the data in the
PowerProbe will look like this:

Earlier

Records in
the PowerProbe

Memory

}

Time

In this case you can see what happened before the trigger, but you can’t see what happened after the
trigger. To make this possible, you tell the PowerProbe to delay the break of the recording after a trigger has
been detected. This TriggerDelay (TDelay) can be set in the advanced part of the Probe window:

— available

=10 %]

I Probe.TDelay <percentage>  Specify trigger delay

T5YMC — zelected
q.BUS - %.C5 HIGH
v DATA w00 LW
wd w07 LW
wh T w02 LW
R ——— |=D3LOW
. X >
%9 S
w10 .:TL_
£11 i >
w12
w13
w14 -
w15
w16
w17 <-all |
w18
w19
w20 |
— TPreDelay — TCount — TDelay
[0.000 0. 1.000=
ooon =)o {1.000s
— Thwidth — TOut
|n.nnn ™ Busa

©1989-2024 Lauterbach
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As soon as the trigger is detected, the PowerProbe will switch into the TRIGGER state. While the
PowerProbe is in the TRIGGER state, the TriggerDelay starts to count down, until it reaches zero. When the
TriggerDelay reaches zero, the PowerProbe enters the Break state and the recording is stopped:

=10] x|
— state — uzed — available zelected
€ DISable [ |
 OFF 29650, 3
= fumn — Size :
& TRIGGER | | [e62143 <l
" Break ‘-"
%_
— commands -'E — Mode — SyncClock — CSELect
RESet & Fifo o e 0
G Init " Stack u
TEST " Fin " BOMHZ LI & Count
) Mux &+ 100MHZ o Get
EEjTiming * Tranzient  200MHZ - WwORD J POD
IV Autodm € AD0MHZ IDyDDDDHHHH =4 NAME
[ AutaTEST — soc 1 3 e
¥ Autolrit Iﬁ % advanced |

You can specify the TriggerDelay in two different units: Either you specify the TriggerDelay as an absolute
time constant, or you specify the TriggerDelay as a percentage of the number of trace records the trace
memory can hold. As mentioned before, the PowerProbe usually records in transient mode. So when you
specify the TriggerDelay as a percentage, you can’t tell how many nanoseconds the PowerProbe will
continue to record data, because you don’t know how many records are recorded per second:

Earlier Later

>
Time

Trigger TDelay = 50%

If you specify the TriggerDelay as an absolute time constant, you can't tell how many records the
PowerProbe will record before the recording is breaked. If you use a very long TriggerDelay, the point of time
on which the PowerProbe triggered can slide out of the record window; in this case all records which you can
see in the PowerProbe trace memory will refer to a point of time after the trigger happened:

Earlier Later
1 : :

>
Trigger TDelay =30 s

.
Time
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If an event happens repeatedly, it is possible that the trigger activates immediately after the trace starts

recording:

Earlier

If you want to avoid this scenario, you can tell the PowerProbe how long the recording has to be active,
before the trigger detection is activated. This setting is called TriggerPreDelay (TPreDelay) and can be

Trigger

changed in the trigger window:

— available

Later

=10 %]

T5YMC — zelected
q.BUS - %.C5 HIGH
v DATA w00 LW
wd w07 LW
wh BT w02 LW
R ——— |=D3LOW
. Bl
%9 -
w10 .:TL_
£11 e
w12
w13
w14 - |
w15
w16
w17 <-all |
w18
w19
w20 hd
— TPreDelay — TCount — TDelay
1.000= 0. 1.000=
tooos =)o [1o00s =]
— Thwfidth — TOut
|n.nnn ™ Busa

Probe.TPreDelay <percentage>

.
Time

Specify how much of the trace buffer should be filled before
the trigger becomes active
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The input signals, which are recorded by the PowerProbe, will have some skew. That means that even
signals, which should change on exactly the same moment won't change exactly in the same moment. So if
for example a data bus changes its value, it's possible that the PowerProbe “sees” this change. In this case
you get a record in which the recorded data is from an in-between state. If you want to trigger on such a
signal source, you don’t want this unstable states to interfere with your trigger detection. The solution is the
TWidth setting in the trigger window: It defines how long a trigger state has to be stable, before a trigger is

detected:
N [=l
— awallable ———— TSYMNC — zelected
D0 L0
« D1 LOW
w02 L0
# D3 LOW
w8 1 B
x4 e
%10 b
=11
x12
%13 & |
x14
«15
x16 <-all |
w17
x18
%19 x|
— TPreDelay — TCaount — TDelay
1.000z 0 1.000z
f1ooos  =| || ] [1o00s =]
— T'width — TOut
—  [0720u I~ Bush

Probe.TWidth <time> Define how long a trigger state has to be stable, before the trigger is
detected.
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In the first case the trigger condition was ignored, because w.Data was zero for only 90 ns.
In the second case the trigger was activated after w.Data stayed zero for 120 ns:

B::Probe.Timing g.bus /track - |EI|_|
B Setup | =4 Mame. | (3 Goto. | $3Find. | 4p In | pa 0ut| W4 Ful QDFF | ®@am | @ Test |
-75.200us -75.100us -75.000us =74, 9IJD|
line 1 1 1
— =]
S S
|_JC-w 0090us| . .
|scales o0lous|. . . . .
[ 1
=10l x|
OFF | @am | © Test |
) s -0.100us 0.0o0 0.100u=s 0.200us a. |
line 1 1 1 L
0 woCSWMl . =]
1 H'WREH_I ............................. I—
0o L0 P 1| 11— LLLR 0 1 L1LE B LLLA S L
0 I Pl g NS _—
0 OV | S v —
0 | —tgrale: 0,01 LS ——————
0 | S h
el eln4] I v

The remaining two unexplained settings are TCount and the BusA check box in the TOut box.
With TCount (TriggerCount) you can define how often the trigger condition has to occur, before the trigger is

activated.

I Probe.TCount <number>

Specify trigger counter
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When the BusA check box is enabled, the PowerProbe will send out a trigger on the PodBus, as soon as the

trigger is activated. This PodBusTrigger can be used for example to break the application program:

=0l ]

Probe.TOut BUSA ON

TrBus.Set Break ON

— awailable TSYMC — zelected
. D0 L0
w0 L0
w02 L0
# 03 LOW
ER: o
x4 e
10 i
=11
x12
%13 [
x14
«15
x16 <-all |
w17
x18
%19 hd
ol ]
— TPreDelay — TCount — TDelay — cohtral — Connect — Set [from BUS] —
0.000 0 931.954mz " OFF & Ot ; ¥ Break
TR A [rooos  +| & A Cln ™| &Break
= level — Mode [ ATrigger
— Tw/idth — TOut high & T Low
[0-1200s W Bust s — manitor 7T High — Out [to BUS]—
-‘il I " X Faling [~ Break
— Trigger " 7 Rising " ABreak
Trigger | [ ATrigger

; output trigger to POBDBUS trigger
; bus

; connect the PODBUS trigger bus to
; the program execution
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Asynchronous Trigger

Asynchronous Trigger

)(0..X7'---I..-—

Additional to the Simple Trigger, there is also a so-called Asynchronous Trigger. It can be configured by

——p» Trigger the PowerProbe

(Probe. TSELect ASYNC ON)

= Show trigger on pin TOUT4

|y Show trigger on PODBUS

(Probe. TOUT BUSA)

clicking on the ASYNC button in the advanced part of the Probe window:

-0l x|
— Time — Diata — Clock,
ID.24Dus IDyHHHHDDDD ID}'HHHHHHHH
— Mode Mo [T o A1
 DATA WMo 1 i — TSelect
" CLock o o= ro i sy [ SIMPLE
" BYNC o m F T T Pod 7 asne [ agvNC
&~ LONGER Co 1 o 1 and [~ PaTTERn [ PATTERN
" SHORTER Mo M Co 1 or I Program I_ Program
O GLITCH+ Co 1 o (T o MBusa [ TiBus
" GLITCH- o A1 o A1
 GLITCH — DataPOL ——— - ClockPOL ———
o o
rE e
B::Probe.Timing g.bus =10l x|
OQ0F | @am | © Test |
| Ous -0.400us -0.200us 0.0oo0 0.200us 0.400u= |
line 1 1 1 1 |
T #.CSH : e : : : — =]
1 w2 W — ) [ — - -
0o W . DATARH FT OO -4y 0,250us _ - I
0 s D0 R 1 scale:  0.100us
0 w2 DR : |
0 w02 - - 1 - -
0 L D3R - 1 - - bt
_«|0|»|<I J M

The input pins for this trigger are x.0-x.7. Internally the Async Trigger Unit generates two signals, which are

called DATA and CLOCK. These signals are active, when the specified pattern is recognized on the input

pins. For both signals it can be specified if they are active high or active low; this is selected with the
DataPOL and ClockPOL settings. So the schematic of the Async Trigger Unit looks like this:
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X.0 —

X.2 —]
X.3 —
X.4 —
X.5 —
X.6 —
X.7 —

~__DATA

X.0 —

X.2 —]
X.3 —
X.4 —
X.5 —
X.6 —
X.7 —

~ CLOCK
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The Async Trigger Output is generated by using this two internal signals. The Mode box defines how the two
signals are used. The following modes are possible:

DATA Trigger when the Data pattern matches, the Clock pattern is ignored.

CLOCK Trigger when Clock pattern matches, the Data pattern is ignored.

SYNC Sample the Data signals with the Clock signal is active; trigger when the sampled
Data pattern matches.

LONGER Trigger when the Data pattern is longer active than the specified time.

SHORTER Trigger when the Data pattern is shorter active than the specified time.

Glitch+ Trigger when the Data pattern is active for under 5 ns (positive Glitch).

Glitch- Trigger when the Data pattern is inactive for under 5 ns (negative Glitch).

Glitch Trigger when the Data pattern has a positive or negative Glitch

It is usually more convenient to use the Simple Trigger; but the Async Trigger has one advantage if it is used
as external trigger source: It's faster (see next chapter).

Probe.ASYNC.view ; display configuration window for
; the asynchronous trigger
Probe.ASYNC.Data Oyxxxx0000 ; specifiy pattern for X.0..X.3

Probe.ASYNC.Mode LONGER ; an asynchronous trigger is
; generated if the pattern is
; valid LONGER then the specified
; time

Probe.ASYNC.Time 120ns

Probe.TSELect ASYNC ON ; allow the asynchronous trigger
; to stop the PowerProbe recording
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Trigger Outputs

Sometimes it's useful to generate external trigger signals. The PowerProbe has several output pins, which
will become active when a trigger is detected. This output pins are all located on the middle column of the

PowerProbe.

The output of the Async Trigger is directly available on output pin TOUTA4.

The output of the Simple Trigger is available on output pins TOUT7 and TOUTS8. This two outputs can be

controlled with the command Probe.TOut E and Probe.TOut F. For both outputs it can be selected if they

are enabled, and if they are active high or low.

The advantage of the Async trigger output is that it’s a lot faster than the Simple Trigger outputs:

B::Probe.Timing g.bus ®x.Async x.5imple

B Setup... | =4 Name.. | [ Gote.. | 3 Find..

=101 %]

O In [ pq 0w Fa| ©0FF | @ am

I &) Test I

line |

0.000

0.200u=s
1

0.400us
1

2. C5HH

|_l
=

MOWREH

-

0 w . DATARH —TIF O

1T

1T

1 S ] 18 1 11 AL

10 T 1 1

A D0RE— 1

EA L —

C-W: 0,03%us |-

L —

scale: 0.100us |

L —

L BSYHCRE

- -

e e e e e e AN

= . SIMPLE &K

| e|m]4]

-

i v

The output pins TOUTO to TOUT3 are also trigger outputs which can be activated by the Complex Trigger
Unit (see chapter Complex Trigger Unit Introduction). With the commands Probe.TOut A to Probe.TOut D
you can configure if these output pins are active high or active low.
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Protocol Analysis

The PowerProbe offers the possibility to analyze data which was recorded according to a given protocol.
This protocol analysis can be extended by the user to support any arbitrary protocol. To do this the user has
to provide a protocol specific DLL (Dynamic Link Library). If you are interested in this customized protocol
analysis please refer to “Protocol Analyzer Application Note” (protocol_app.pdf).

For the following common serial protocols the PowerProbe already has built-in support:

JTAG IEEE 1194.1 serial boundary scan test protocol
CAN CAN bus protocol

USB USB 1.1 protocol (USB 2.0 is NOT supported)
12C 12C two wire serial bus protocol

ASYNC Asynchronous serial protocols (like RS232)

Here is an example of an 12C protocol analysis:

ﬂ B::Probe.Timing g.i2c /track ;Iglll

& setup. [ =4 Name. | 3 Goto. | #3Find.. [ b In [ p4 0wt Ful] QOFF | @ am | @ Test |
-4.5456000005 -4.6454000005

record [spare [£i.back |ti.zero |

B F3

000130 | — Start Condition 74.450= -

000103 [aa Data #0 — ack 96.760us  74.460=

000083 [00 Data #1 — ack 92.700us  74.460= o

000080 | — Start Condition 10.220us  74.460= -

000053 [ab Data #2 — ack 96.780us  74.461=

—000032 (70 Data #3 92.700us  74.461=

~000025 | — Stop Condition 9.100us  74.451= =
14 o
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; JTAG <tck> <tms> <tdi> <tdo> <trst> <initstate>
; when the sampling is started the JTAG state machine is in state
; run-test/idle

Probe.PROTOcol.List JTAG x.8 x.9 x.4 x.12 x.14 Run-Test/Idle

; CAN <canline> <frequency> DEFault | ALL
; the frequency is defined in Hz
Probe.PROTOcol.List CAN x.7 1.MHZ DEFault

; USB <+signal> <-signal>
Probe.PROTOcol.List USB X.17 X.18
; 12C <scl> <sda>
Probe.PROTOcol.List USB X.17 X.18

; asynchronous communication interface
; ASYNC <asyline> <freguency> +|- <parity> <length> <stopbit>

Probe.PROTOcol.List ASYNC X.6 3600. + EVEN 7 1STOP STRING
Probe.PROTOcol.List ASYNC X.5 2400. - NONE 5 2STOP CHAR

; special protocols
; TRACE32 offers a API that allows to use special, customer specific
; protocols

Probe.PROTOcol .List protojtag.dll X.4 X.12 X.14

; examples for special protocols are provided in the TRACE32 system
; directory under ~~\demo\proto
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Track Option

Usually you want to correlate your windows; for example you want your timing window to be time correlated
to your protocol analysis window. That means that you want to see the physical signal levels to a given
analyzed protocol part. This is possible by adding the /Track option to the Probe.Timing and the
Probe.Proto window. All windows which have been opened with the /Track option are time correlated; that
means if you move to some point of time in a window which has timestamped data, all the windows which

have the /Track option enabled will jump to the same point of time.

Start Condition

& B::Probe Proto i2c x.scl #.5da ftrack ]
B setup. | 1 Goto.. | $3Find.. #HChat | & Moe | X Less I

record [Spare [ti.back |ti.2ero Ty
EEEEEE %
~000130 | — Start Condition T4.450s —— g
000103 [aa Data #0 — ack 96.760us T4.450s

000083 |00 Data #1 — ack 92,700us _ 74.450s i

BB.7o0us  TA.atls

BEIRILARY

—0000532 |[ab Data #2 — ac
—000032 |70 Data #3 92, 700us T4.451=
—000028 | — Stop Condition 9.100us  74.4hls e
4 o
o [=] 3
O ln Hn tHHFuIII QOF | @am | @ Test
S5500000s = B454BD|
line 1 1

1 %L SCLEH 1 _,_‘
i % . SDARH =

The [Track option also works to time correlate the trace data of the PowerProbe to the trace data of the
PowerTrace. So with the /Track option you can correlate your program flow and data trace to the recording of
your physical signals. There is some problem with this tracking: program flow and data traces are usually not
very accurate and there usually is quite a big offset between the execution of an instruction and the

generation of some corresponding trace data.
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To make the time correlation as good as possible, the PowerTrace analyzer needs to know the frequency of

your target, to compensate for the time offset introduced by the generation of flow or data trace. This

frequency can be set in the Analyzer Window:

A Bz:Analyzer =10l .x]
— state ————— —used——— — analyzer program file
" DlSable I I ! edit | browse. . |
* OFF 0.
& Am —SIE——— — zyumbol walue — level

" trigger |33554432. I[DS]

" break

—Mode ——— — THreshold
— commatids % Fifa Iﬁ
RESet " Stack * VLT
& Init " Leash " CLOCK
TEST " BusTrace — ACCESS TDelay ) autofocus
" ClackTrace | | | = ™| TERMination
Iv Autodmn & FlowT race 0% -
[ Autalnit ™| Frestare — CLOCK TestFocus
I~ AuoTEST | | ¥ SLAVE [00MH: e | W i ocus
Showkocus

Here is an example. The write to the address 0x1040 coincides with the change of w.Data to 04:

[B::a.l /track] 10l =l
WSetup... {3 Goto. | #9Find.. #=|Chart | 4 More | T Less
record [run [address cycle [data [symbal p.0lp.1lp.2
-12543937 | D:00001040 wr-Tong 00000040 *
16 _builtin_stwio(GPI0,pat|0x40); -
addi r3,ro,0=1040
Telw r2,0x0(r28) i
-12543935 D:00000FED rd-Tong 00000004 Eai
ori r2,r2,0=40
stwin r2 DxD[rE]
_hulltln stwiol GPIO,pat|0=xC0O);
addi r3,ro,0=1040
Tdw r2,0x0{r2s) e
-12543930 D:00000FED rd-Tong 00000004
ori r2,r2,0=C0
stwin r2,0%00r3)
-12943977 D:00001040 wr-Tong 000000C4
18 __builtin_stwio(GPIO,pat
| addi r3,ro,0=1040 I
1] | v 2
Bzp.t g.bus ftrack I ] |
A Ir | o Ot o Pl ®am | © Test |
=[5 23529300[!' -0.235292800s |
0 58 j
M. -
1 xR R - I . .
04 w.DATARR T 2T T i L) 1
0 # DOAM
0 w . DTHY 1
1 w02 Y
0 % .03 i : s
Lele|n|4] ] v 4
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Complex Trigger Introduction

Complex Trigger

X.0.. X _» ——p» Trigger the PowerProbe
n (Probe.TSELect Program ON)

—— = Show trigger on pins TOUT1..TOUT3
(Probe. TOutA/B/C/D and
OUT.A/B/C/D IF <condition>)

|y Show trigger on PODBUS
(BUS.A IF <condition>)

Like the PowerTrace, the PowerProbe also has a Complex Trigger Unit (CTU). To use the CTU you have to
activate it by selecting the Program Checkbox in the advanced Probe window:

=10l x|
——gelected ——————— — analyzer program file
o g edit | browse... |
-
< — zumbol walue — lewel
<l [
— TDelay
— SyncClock, — C5SELect 0.000
Dzrx = foooo — ~]
| IR
TR | &Cnunt — TOut
TR | Get [ Busa
—WORD ™ POD
| D000 =4 NAME
IR
# adwanced |
— T5elect
™ TevNc [ SIMPLE
and [~ ASYNC [ agvNC
and [~ PatTERn [T PATTERN
o |- Frogram I_ Frogram
or I_ TrBus
Ty
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As with the PowerTrace you have to write a Trigger Program to define the actions of the CTU.

The most important declaration for the PowerProbe is the definition of a data selector. A data selector
defined a pattern on the PowerProbe input pins.

I SELECTOR <name> <pin> <value>
Here is a simple example:

SELECTOR dataIsZero w.data 0 x.wr 1 x.cs 1

; Define an input selector which is called
; dataIsZero. This selector will become true,
; when w.data==0 and x.wr==1 and x.cs==1

Trigger.TRACE IF datalsZero

; Trigger PowerProbe when dataIsZero becomes true

©1989-2024 Lauterbach Training Power Probe | 31



So basically a Trigger Program has two parts:

In the first part all the resources which you want to use are defined, by giving them names. (In the above
example a selector is defined with the name datalsZero).

In the second part you define action / condition pairs. Each action will only be executed if the corresponding
condition is met. (In the above example the action trigger.trace is executed if datalsZero is true).

In a Complex Trigger Program for the PowerProbe you can define up to 8 data selectors, so you can react on
8 different patterns. The Complex Trigger contains 3 counters, which can be used to count occurrences of
conditions or to measure time. Counters can also be used in conditions: A counter will become “true” when
the counter reaches a user-defined value:

SELECTOR dataIsF w.data OxF x.wr 1 x.cs 1

; Selector definition
EVENTCOUNTER cnt 10. ; define counter cnt which will count up to 10
Counter.Increment cnt if datalsF

; increment cnt if selector dataIsF is true
Trigger.TRACE IF cnt ; Trigger PowerProbe when counter cnt reaches

; limit.

Both of the above examples can also be handled with the Simple Trigger. Here is another example which
cannot be handled with the Simple Trigger:

SELECTOR dataIsF W.Data OxF x.wr 1 x.cs 1

; Selector definitions
SELECTOR dataIsA W.Data 0xA x.wr 1 x.cs 1
EVENTCOUNTER cnt 10. ; counter definition
Counter.Increment cnt IF dataIsF
Trigger.TRACE IF cnté&&datalsA

; Trigger PowerProbe when counter reaches limit
; and selector dataIsA becomes true.

There is also the possibility to stimulate external trigger outputs with the CTU. With the complex trigger
program commands OUT.A to OUT.D you can activate the output pins TOUTO to TOUT3, which are located
on the middle pin column of the PowerProbe. With the commandline commands Probe.Tout A to
Probe.Tout D you can select if the output pins are active high or active low.
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One of the most useful features of the CTU is the ability to act as a trace filter. It is a common case, that one
of the signals you are recording is a clock signal. In that case the trace memory of the PowerProbe will
rapidly fill up, because a clock is always transient. (As you may remember: The PowerProbe records signal
changes in transient mode.)

With the CTU it is possible to filter out clock cycles in which nothing interesting is happening. With such a
filter you can use the memory of the PowerProbe much more efficiently and thus the real trace depth grows
a lot.

Here is an example of such a filter application:
Assume that we want to trace a simple serial protocol, which has a free-running clock. To indicate that a data
transfer is in progress, there is a strobe signal, which is high when data is transferred. So the traced data will

look like this:
B::p.t g.bus ; o
& setup...| =4 Name...| 13 Goto.. | £3Find.. | 4pin [ pq0w|MdFul| QoFF | ®@am | @ Test |
. -53.310ms -53.300ms -533.290ns =53]
line \ 1 I L
1 *LCLRR M U I U L L L LT LUy =]
D XISTREE ..................... I I—
0 (08 P15 1| S [y Sy ISy hd
JRIRIEIRY T o[

As you can see there are many clock transitions on which no data is transferred.
Now we use the following trigger program:

SELECTOR shiftIsActive x.STR 1 ; Selector definitions

Sample.Enable IF shiftIsActive ; Only enable tracing if the
; shiftIsActive selector is true

With this CTU program, the PowerProbe will only store trace data if the x.STR signal is high. So all the idle
clock cycles are filtered out. The result looks like this:

B::p.t g.bus o

@& 2im I G Test I
-1.431750000s

-

A

R

As you can see, the recording is only enabled while the x.STR signal is high.
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Synchronous Recording

SCLKO..3 »

X.0.. X31 » » Trace RAM

Sampling with SCLKx

The PowerProbe also offers the possibility to sample your data with an external clock. This clock has to be
connected to one of the SCLK0,SCLK1,SCLK2 or SCLK3 pins on the middle pin column of the
PowerProbe. Only input pins x.0 - x.31 offer synchronous sampling, so you have to connect your data
signals to one of those input pins. In the Probe window you can select in the SyncClock box which input
clock pin is used and if you want to sample your data on the rising or falling edge of your clock:

Probe.SyncClock SCLKO Rising

=10l x|
— state — uzed — available zelected
" DiSable |
& OFF 0 =
= frn — Sizg ———————| <
€ TRIGGER | | [e2143 <l
" Break
— Hate
— commands — Mode SyncClock — CSELect
RESet [ e Fifoﬁp Jodmle |
G Init " Stack u
TEST " Fin " BOMHZ o ot & Count
) List ) s &+ 100MHZ 5w &, Get
EEjTiming * Tranzient  200MHZ - WwORD J POD
IV Autodm € AD0MHZ IDyDDDDHHHH =4 NAME
[ AutaTEST —sc——— (XX
¥ Autolrit Iﬁ % advanced |
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The next step is to configure your input pins to be recorded synchronously with the selected clock. This is

done via the Name window. You can choose for all pins from x.0 to x.31 if the pin is recorded synchronously

or not:

O || C mRed
] Mark

[ FallingTransient
(] FisingTransient
7 MoTransisnt
& Sync

Set Clear

Cancel

NAME.Set X.4 X.D3 + Sync

g Store... | ¢
pin [hame pol [configuration =
®.0 Sync i’
E| S¥nc
Aol S¥nc
Hodl S¥nc
®.4 Transient &7
d
E¥ change Name 10l =|
— channel harme
[3 =1 2 o3
— polarity — color configuration ——
&+ & Momal | | ¢ Transient
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Now your recordi

ng will look like this:

=101 %]

QOF | @am | © Test |

-0.062423000s

sy

| — 1

i

DIEAEIEE

-

d 7

Because the data is sampled on the rising edge of x.CLK the x.D inputs change on the rising edge of the

sampling clock. The PowerProbe will use one trace record for each external clock cycle. So when you
sample synchronously, the memory of the PowerProbe will fill up rapidly. If you have idle clock cycles (clock

cycles which don’t transfer meaningful data), you can use the CTU to increase your record length
dramatically by filtering out these idle cycles.
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Pulse Generator

If you need to generate a pulse for example to stimulate some behavior of your application, you can use the
Pulse Generator which is integrated in the PowerProbe. The Pulse Generator has an output level of 3.3V. It
can either generate Pulses on request, or it can send out a continuos PWM (pulse-width modulation) clock

signal. To open up the control window of the Pulse Generator you have to enter the command Pulse:

BAE -loix Click on this button to generate a single Pulse
— pulze / )
Single | I BusA means: Generate a single Pulse, when a PodBus
I Bush 7 Trigger is received.
o High Active Pulse
& - Low Active Pulse
OO Sem <= Only for periodic signal: Use 50/50 duty cycle
— wfidth
[2:000us < Pulse Width. (Width of active period.)
— PERiod
" OFF
& ON Generate periodic signal
_ PEFiiod Pulse, generated
[oms e Period length, for periodic signal by this settings
=101 x|
O In [ pqoufiFa| O0FF | ®@am | €
) 7EOms -174.750ms -174.740m= —-174.730ms |
line ! 1 1 —1
1 O =T = —
W 10.030us i
1l «|¢|»| <| J scale:  1.000us v 4

The output pin of the Pulse Generator is on the middle column of the PowerProbe and is labelled TOUTS5.
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Pattern Generator

If you want to generate more complex outputs, you can use the built-in Pattern Generator of the
PowerProbe. To use the Pattern Generator you first of all have to open up the control window by entering the

command Pattern into the command line:

A B:Pattern. =10l x|
— state — Lzed — pattern pragram file
* OFF I IC:\TSE\schqung\szat ! edit | browse...l
= famn — records
= wait 22 — Cklode — Thode — T5elect
" kiggered — clocks % |ntern £ High * OFF
" stopped 91. " Single = Low 26
— i " Rizing * Rizing w27

— commatds 0.910us = Falling = Falling = w28

RESet  S¥nch %29

& Init — clock — TLatch " TRIGGER

& TEST I — CEnable [T Tlatch " Bush

Ml Step £ High

EEjTiming = Low

Al waps

The Pattern generator has to be programmed via a pattern program file. Here is an example of such a file:

set 0x001 5
delay 90ns 2
set 0x002

delay 90ns

set 0x004

delay 90ns

set 0x008

delay 60ns 2
restart 5

Wait for 60ns
Go back to start

Set a pattern for output pins
Wait for 90ns

(takes 90 ns)

(takes 60 ns)
(takes 30 ns)

(takes 10 ns)

The Pattern Generator controls the output pins AUX0-AUX8. This pins are locate on the middle pin column
of the PowerProbe. The above program produces the following pattern on the pins AUX0-AUX3:

B::Probe Timing g.Aux o
& setup...| =4 Name...| 13 Goto.. | £3Find.. | 4pin [ pq0w|MdFul| QoFF | ®@am | @ Test |
-0.021371000= -0.021370000= |
line | | —|
0 goAROR ——1 L 1 1 1 1 .
0 = AL T RH I ey IS pay IS poy IS pay
0 A1 ped | I | N I 1— I 1— I 1— I 1—
1 a1 el Y ey A | py I py | 1 1 i
BEEILEIE 1 v
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To repeat a pattern sequence, you can use the RePeaT command in your pattern program:

RePeaT 5. ; Repeat the next block 5 times.
(

set 0x001

delay 90ns

set 0x000

delay 90ns

The pattern generator uses an internal 100 Mhz clock as default. If you want to use an external clock, you
have to connect this external clock to input pin x.24. Additionally you have to select in the CMode box, if you
want to output the data on the rising or falling edge of the external clock.

You can also provide an external clock enable signal for your external clock by connecting the enable signal
to input pin x.25. If you want to use such an external clock enable pin, you have to select in the CEnable box,
if the enable signal is active high or active low.

The second method to use an external clock is to connect the external clock to one of the SCLKO, SCLK1,
SCLK2 or SCLK3 pins on the middle row, and then configure a synchronous clock in the Probe Window
(see Synchronous Recording chapter). For this method you have to select SYnch in the CMode box.

The last clocking option is to single step your pattern. For this method you have to select single in the
CMode box. If you start your pattern generator, you can then use the Step button to send a single clock
cycle to the Pattern Generator.

The Pattern Generator also offers the possibility to wait on a trigger signal. This is done by using a wait
commando in your pattern program:

set 0x001

wait ; The wait commando waits until a trigger is
set 0x002 ; received.

wait

set 0x004

wait

set 0x008

wait

restart

In the TSelect box, you have to select which trigger source is used. You can use the input pins X.26--X.29 as
input trigger pins, or you can use the Complex Trigger as trigger source, or you can use the PodBus Trigger.

If you want to use an input pin as trigger source, then you have to select in the TMode box, if you want to
trigger on high, low, rising edge or falling edge of the input signal.

If the TLatch checkbox is selected, the trigger will be held active until the Pattern Generator reaches a wait
statement. The wait statement will then clear the trigger. Without the TLatch checkbox the Pattern
Generator will ignore triggers when no wait statement is active.
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