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Introduction

The MCDS (Multi-Core Debug Solution) is an on-chip trigger and trace solution from Infineon, available for
the Infineon TriCore and C166/ XC2000 devices. It is used during the development stage of an embedded
system for debugging, tracing, profiling, and verification.

Using TRACE32, the user can set up the MCDS for performing on- and off-chip trace. Based on the
generated trace recording, the user can analyze, profile, and verify the behavior of his application.
Additionally, it is possible to program triggers for stopping program execution, redirecting them to device pins
or to influence the trace recording, e.g. for recording only the trace data of interest.

The on-chip memory used for storing the trace data can also be used for calibration, a technique that allows
the dynamic overlay of code and data memory with alternate code or parameters. Calibration is not
supported by Lauterbach tools. TRACES32 can be configured to cooperate with third-party tools to share
resources, e.g. the on-chip memory.

For using these features, a special version of the chip is required, the Emulation Device. But also some of
the Product Devices include the MCDS or at least a reduced variant of the MCDS, the so-called Mini-MCDS.
For related information, refer to the documentation of your device.

This MCDS User’s Guide is intended to guide the TRACES32 user through the configuration of the on-chip
trace, trigger and filter setup. Additionally it provides background knowledge. This User’s Guide is not
intended to replace the available training manuals or the TRACE32 command references.

Intended Audience

The reader of this document is assumed to have basic knowledge in using TRACES32 and has gathered
experience using it. Additionally specific knowledge of the architecture and the device is mandatory, see the
Infineon documentation. The MCDS User’s Guide is not a replacement for the Infineon documentation of the
Emulation Devices.

How to Read This Document

It is recommended to completely read the chapters Background Information and MCDS Basic Features
before reading the other ones. Developers responsible for the PLL setup are expected to read the EEC
Clock System chapter to understand why the application should program the EEC clocks.

It is not necessary to read this documentation completely for using the MCDS. This User’s Guide is
separated into independent chapters handling different topics. These chapters can be read independently
and in arbitrary order. Reading the first paragraph of a chapter gives the reader all the information to decide
whether it is important for his use case or not.

Some of the TRACE32 features require a deeper understanding of the MCDS and the Emulation Device
implementation. The related parts and chapters of this User's Guide are indicated to be for MCDS Expert
Users only.
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The MCDS on TriCore chips does not only support the TriCore cores, it also supports the PCP and the GTM.
When referring to TriCore in general, the entire TriCore device is addressed. This includes the TriCore cores
as well as the PCP or GTM cores.

From the user’s point of view the MCDS implementation for C166 and XC2000 devices is identical. Within
this document there is no differentiation between C166 and XC2000.

Related Documents

Before using the MCDS it is mandatory to know the architecture under debug. The most important
information about the device can be found in the Infineon Documentation:

. User's Manual and/or Target Specification
. Emulation Device Target Specification (for MCDS Expert Users)
J Data-, Delta- and Errata Sheets

Please contact Infineon for this documentation.

This document assumes that the reader already knows how to use the TRACE32 debugger for the
corresponding device. The related information can be found in the Processor Architecture Manuals:

J “TriCore Debugger and Trace” (debugger_tricore.pdf)

J “PCP Debugger Reference” (debugger_pcp.pdf)

. “GTM Debugger and Trace” (debugger_gtm.pdf)

J “XC2000/XC16x/C166CBC Debugger” (debugger_166cbc.pdf)

For TriCore AURIX there is a trace training manual:

. “Training AURIX Tracing” (training_aurix_trace.pdf)

Detailed information about the commands can be found in the General Commands Reference Guides.
For information about the MCDS commands, refer to the MCDS command group:

J “General Commands Reference Guide M” (general_ref_m.pdf)
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Background Information

This chapter gives an overview of the related terms and definitions. To provide the necessary background
information it explains the Emulation Device concept and introduces the MCDS and its components.

It is highly recommended that every MCDS user reads this chapter prior to any other.

The Glossary at the end of this User’s Guide provides a description of the most important terms and
abbreviations.

Trace Source

A trace source is a chip component that generates one or more types of trace data. For example, a core
provides information about the executed instructions (program trace) or data accesses (data trace). A bus
provides information about the bus transactions (data trace). Other information may be the ownership, a
channel ID or status information.

Each trace type within a trace source can be enabled separately. So it is possible to record only the data
accesses to a variable without the corresponding program flow.

Program Trace

Program trace can be recorded using different strategies, depending on the use case:

o Flow Trace

A flow trace records the entire program flow, including all instructions. A trace message is only
generated in case the sequential execution of instructions is broken, e.g. in case of a jump or
branch instruction, a call or return or an exception. This reduces trace buffer consumption.

o Sync Trace

A sync trace generates a trace message on every MCDS clock cycle. Depending on fcpy:fpmcps
and the architecture (super-scalar or not) not all instructions will generate a dedicated trace
message. This consumes much more trace buffer, but higher accuracy is achieved for
timestamps and event assignment.

J Compact Function Trace (CFT)

The Compact Function Trace only generates trace messages on call and return instructions. All
intermediate jump instructions are omitted. In case the compiler uses regular jump instructions
for function entry and exit (jump-linked functions) these function calls and exits are also not
recorded. Additionally very small functions can be omitted from recording.

As timestamp information is only generated for a trace message, not all instructions have their own
timestamp information. The most accurate timing information is possible for the sync trace.
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Trace Sink

The trace data generated by the trace sources are recorded by a trace sink. Depending on where this
information is stored, the technology for recording the data is called on-chip trace or off-chip trace.

. Off-chip Trace

Microcontroller chips implementing an off-chip trace provide the trace data continuously via port
pins. An external tool, e.g. the PowerTrace Il, constantly records this information in a huge trace
memory where it can be accessed for display and analysis purposes.

The off-chip trace is controlled using the Analyzer command group.
J On-chip Trace

Microcontroller devices implementing an on-chip trace store the trace data in a memory located
on the SoC instead of transferring it directly to an external tool. The trace buffer is later read by

the tool. An on-chip trace buffer is usually much smaller than the trace buffer of an off-chip trace
solution. A common size is 4 KB, TriCore devices have up to 1 MB of on-chip trace buffer.

The on-chip trace is controlled using the Onchip command group.

The other trace sinks supported by TRACE32 are not related to MCDS. For more information refer to
https://www.lauterbach.com/tracesinks.html and the Trace. METHOD command.

The Trace. METHOD command allows to use the Trace commands as an alias either for Analyzer or
Onchip. For MCDS the default trace method is Analyzer. If this is not available the default is Onchip.

Trace Filter and Trigger

While off-chip traces usually have enough memory for a long time recording, on-chip traces do not.
Consequently for on-chip traces, it is important to limit the recording to the information of interest. This can
be achieved by programming triggers and filters.

. A trace triggeris an event that results in a termination of the trace recording. The termination can
optionally be delayed.

For example, a trace trigger can be configured on an error condition to make sure that
information is recorded on how this error occurred. The optional delay between the event ant the
termination can be used to record how the application reacted on the error event.

. A trace filter only generates trace data for defined events.

Defining trace filters reduces the trace buffer consumption.

The configuration of a trace filter or trigger has an impact on the recorded data:

J In case no trace filter is programmed (unconditional trace) all enabled trace sources will generate
trace data.
J In case at least one trace filter is programmed (conditional trace), all enabled trace sources will

generate trace data as long as the condition for the trace recording is true.
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The Emulation Device Concept

For cost and power saving reasons, the trace and trigger features are only implemented in special SoC
versions, the Emulation Devices. The normal Product Devices for the mass-market do not contain them.

J The Product Device (PD) is for the mass production but also for development. It consists of a
single die, the Product Chip (PC), including all application and debug functionality.

. The Emulation Device (ED) is for development and field tests. It contains two dies, the
unmodified Product Chip (PC) and the Emulation Extension Chip (EEC) offering the additional
trace, trigger, and calibration features. Both dies are connected by bond wires.

Product Device

Emulation Device

The packages of Product and Emulation Devices almost have the same pinout. A single debug port is used

to access the PC and the EEC.

Product Chip

Processor Bus

m %
AHH .

Trace Sig nals

Debug Cable <H7

Il
— M=
il

N

< @ Back Bone Bus @

@ > Preprocessor

Emulation Extension Chip

The EEC consists of the following main components:

L MCDS (Multi-core Debug Solution) for trace, trigger and filter

The MCDS is the basic module of the EEC, it collects status information from the various chip
components. Based on the status information, the MCDS generates debug events and trace

data.

For an overview, see chapter MCDS Concept.
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L EMEM (Emulation Memory) for trace data storage and calibration

The Emulation Memory is a dual-ported memory used for storing the generated on- and off-chip
trace data as well as calibration information. On some devices, the EMEM can be used as
additional application RAM via the LMU.

The EMEM is discussed in chapter Emulation Memory.

. AGBT (Aurora GigaBit Trace) for serial high-speed off-chip trace

The Aurora GigaBit Trace module uses the Aurora serial protocol to transfer the generated trace
data to the TRACE32 preprocessor or the TRACE32 PowerTrace Serial. AGBT uses a part of the
EMEM as FIFO.

The AGBT off-chip trace is discussed in chapter AGBT High-speed Serial Trace.

L BBB (Back Bone Bus) for connecting the EEC modules

The BBB is an FPI bus independent of the Product Chip for connecting all EEC components,
memories, and registers. It can be accessed by the debugger via the debug port.

On TriCore the application can also access the BBB using the MLI bridge (TriCore AUDO) or the
LMU (TriCore AURIX). On XC2000 Emulation Devices the application cannot access the EEC
components.

. Cerberus 10 Client (1032)

The Cerberus 10 Client (1032) on the EEC enables the TRACES32 debugger to configure the
Emulation Device and to read out the EMEM via the debug port of the Product Device.

. Other peripherals

Depending on the device, the EEC may provide additional peripheral components. They are
mainly used for a specific purpose only, e.g. USB over Emulation Device or the Camera Interface
(CIF), and are not covered by this document.

Older TriCore devices up to AUDO-NG feature an OCDS-L2 off-chip trace port (parallel trace) to provide
information about the program flow via a dedicated protocol. This obsolete trace protocol was part of the
Product Chip and is not related to the Emulation Device or MCDS.
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TRACE32 Support for Emulation Devices

This chapter describes how TRACES32 supports the various Emulation Device features, the required
licenses, and the physical device connection. All MCDS users are advised to read this chapter.

The MCDS command group is used for configuring the MCDS, the AGBT, and the Emulation Memory.

Feature Overview

When trace is available, TRACES32 provides an out-of-the box trace configuration: the program flow trace for
the first core of the architecture is selected by default. As soon as program execution starts, recording is
started, too.

NOTE: The MCDS of TriCore devices is restricted to generate trace and trigger
information only for up to two cores, even if the devices have more cores.

If the device supports off-chip trace and a suitable trace preprocessor or PowerTrace Serial is connected,
off-chip trace is used is used automatically (Trace.METHOD Analyzer). Otherwise on-chip trace is
configured automatically (Trace.METHOD Onchip).

The most important and most frequently-used features can easily be selected and configured with the
following commands:

MCDS.state Opens the MCDS.state window, where you can quickly enable and disable
the different trace sources.

Break.Set Allows you to easily configure commonly used trace triggers and filters,
including OS-aware tracing (option /TraceData).

CTS CTS (Context Tracking System) allows debugging an application based on
its program trace recording.

BMC Benchmark Counters are used to count important events, e.g. cache hits and
misses, the number of calls to a function or exceptions.

Target Interface

No extra debug port is required for accessing and configuring the EEC. Only one debug cable is required for
debug and on-chip trace.

The debug port connector, the debug cables and available adapters and converters are described in the
following application notes:
J “Application Note Debug Cable TriCore” (app_tricore_ocds.pdf)

J “Application Note Debug Cable C166” (c166_app_ocds.pdf)
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For the AGBT off-chip trace, the 22-pin ERF-8 trace connector or AGBT Trace Adapter for PowerTrace Serial
is required. The trace connector also includes the debug signals, so the debug cable and the trace
preprocessor can be connected to the target via one connector. For the pinout and the signals, refer to:

o https://www.lauterbach.com/ad3829.html
o https://www.lauterbach.com/ad3556.html

J “ERF8 22-pin Power.org Connector” in Application Note Debug Cable TriCore, page 19
(app_tricore_ocds.pdf)

J Infineon Application Note AP32186 “Aurora Connector & Cable”
Lauterbach uses the Infineon TriBoards for development and verification. Their documentation contains

schematics and additional information about the debug and trace interfaces. Lauterbach recommends
that you use this information as reference for proprietary hardware.

In addition to the break pins at the debug port, most TriCore Emulation Devices have further package pins to
provide an external trigger signal. These pins are often also available via the GPIO ports. For more
information, see the Infineon User's Manual and Data Sheet of your device.

MCDS Licensing

The use of the MCDS trigger features and the EEC access is covered by the architecture’s debug license.

Decoding the MCDS trace data requires an extra license:

o TriCore-MCDS for TriCore, including PCP and GTM.

J C166-MCDS for XC2000ED and C166.

The trace license is either stored in the debug cable, in the trace preprocessor or in the PowerTrace Serial

module and can be used for on- and off-chip trace. For example, the TriCore-MCDS license stored in the
preprocessor connected to the trace module can be used for TriCore MCDS on-chip trace.

NOTE: . The Serial Trace preprocessor is architecture independent. In case origi-
nally purchased for PowerPC or ARM it does not contain an MCDS
license.

. The PowerTrace Serial is architecture independent. In case originally pur-
chased for PowerPC or ARM it does not contain an MCDS license.

. The obsolete OCDS-L2 preprocessor (parallel trace) is not recognized as
an MCDS trace license as the trace protocols are completely different.
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The licenses available for your current setup are displayed in the VERSION.view window. A more detailed
list is displayed in the LICENSE.List window. The example below shows that the TriCore-MCDS license is
stored in the debug cable and in the preprocessor.

A B:VERSION.view [ E =]

TRACE32 PowerView for TriCore

MICROPROCESSOR DEVELOPMENT SYSTEM
Copyright (c) 1989-2014 Lauterbach GmbH

Software: Interim Build (64-bit) more...
Software Version: S.2014.03.000051707
Build: 51707 03/2014
| —
_________ =
Cable: PowerPC (MPC55xx MPC57xx-TRACE) 04/2014
TriCore  (TriCore TriCore-MCDS) 04/2014

Prepro:  PowerPC (MPCS57xx¢-TRACE)
TriCore  (TriCore-MCDS)

Hardware: PowerDebug-1I via Ethernet more...
Debug Cable: C12097777777 Automotive Debug Cable
Preprocessor: C12080164376 SerialTrace V2
Environment: Windows 7
5YS: Cc\T32
TMP: C:\temp
COMFIG: C:\temp\T32_1000037.t32 edit...
NOTE: For order information and prices, please contact your local Lauterbach
representative.
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MCDS Basic Features

This chapter introduces the basic features of the TRACES32 support for MCDS, especially the trigger and
filter configuration via the Break.Set command. All MCDS users using trace and trigger are strongly advised
to read this chapter.

MCDS Concept

The MCDS is the main module of the EEC, it collects status information of the various chip components.
Based on the collected status information, the MCDS generates debug and trace events as well as trace
data. Understanding the MCDS concept helps understanding its behavior.

The MCDS consists of one or more independent Observation Blocks receiving status and run-time
information from a core or bus. This information can be written to the trace buffer or used to generate debug
and trace signals:

. Debug signals are used to generate signals to the SoC, e.g. to stop a core or to toggle a pin.

. Trace signals together with optional trace filters are used to enable or disable trace data
generation, to generate a watchpoint message, or to count events.

- For information about watchpoint messages, see chapter Watchpoints.

- For information about event counters, see chapter Benchmark Counters.

The basic MCDS setup is identical for on- and off-chip trace.

MCDS of XC2000ED and C166

XC2000 and C166 Emulation Devices only have one observation block. Only the core can be observed.

MCDS of TriCore

TriCore has up to two Processor Observation Blocks (POB) to observe the cores (TriCore, PCP and GTM)
and two Bus Observation Blocks (BOB)) to observe the buses (LMB, SRI, SPB or RPB).

Product Chip

ceuoll

2

S S 2

:><:

Emulation Extension Chip
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The trace data generated by the Observation Blocks is forwarded to the Memory Interface (MEM IF) where
all messages are sorted according their temporal order and then written to the Emulation Memory.

The POBs observe the program execution as well as the data accesses of the core (program- and data
trace). The BOBs observe the data transactions on the buses (data trace), also containing meta information
about the transaction, e.g. bus master, channel and priority.

NOTE: Restrictions for TriCore AUDO-NG:
. LMB cannot be traced.
Restrictions for TriCore AURIX:
. Only two out of four cores can be selected for trace and trigger.
. HSM cannot be traced, all related bus traffic is removed on SoC level.
. SCR cannot be traced, all related bus accesses available.

The Muilti-core Cross-connect (MCX) does not observe anything. It is used for generating the timestamp
messages and contains counters.

J The counters can be used to count internal evens (see chapter Benchmark Counters).
Alternatively counters can be used to implement state machines. This allows to implement trace
filters, e.g. record all bus transactions while a specific function is active.

J MCDS does not attach timestamp information to each trace message. Instead, the timestamps
are dedicated messages. So several messages generated at the same time share one
timestamp message to reduce trace buffer consumption.

. Timestamps can be enabled continuously or on demand to tag dedicated events only. The
Observation Blocks can signal the MCX to generate a timestamp in case an event happened.

NOTE: For TriCore AUDO this signal from the Observation Block to the MCX is
delayed, so the timestamp messages are generated asynchronously, resulting
in incorrect timestamp information. To avoid this, TRACES32 only allows
continuous timestamp generation for TriCore AUDO. For TriCore AURIX this
issue is fixed. See chapter No Trace Content Displayed for more information.

MCDS Configuration

The MCDS command group is used to configure the MCDS. For a complete description of all MCDS
commands, see chapter “MCDS” in General Commands Reference Guide M, page 35
(general_ref_m.pdf).

The MCDS.state window shows the most important configuration options available for the selected device.
The following sections give an overview and introduction only, please refer to the corresponding chapters of
this User’s Guide to get more information.
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General Settings

&2 B:MCDS state oo =]
MCDS SOURCE
OFF CpuMux0 CpuMux1 SPB SRI
@ ON | Program Program ReadAddr 1 2
ReadAddr ReadAddr ReadData ReadAddr ReadAddr
 RESet | WriteAddr WriteAddr WriteAddr ReadData ReadData
"~ ® CLEAR | WriteData WriteData WriteData WriteAddr WriteAddr
W PTMode PTMode WriteData WriteData
o Register | FowTrace ~ FowTrace SLAVE SLAVE
Core Core cur v |[crua ~
[Tricoren ~| | | [noNE  ~
R CLOCK
G} BMC
KTmce TraceBuffer PortSIZE ——
ARRAY UpperGAP 1lane A
@ TCM 0.8 PortSPEED

Tmestamp XTM SIZE 2500Mb
% OFF Bs

1.0MB
ON

DETECT LowerGAP

0.B

General MCDS configuration:

. The TRACE32 MCDS implementation has two states: ON and OFF.

The default is MCDS.ON. It is required for tracing and programming any triggers and filters. If
switched off (MCDS.OFF), TRACE32 does not access any MCDS register. This can be used to
avoid interference with third-party tools or applications.

J MCDS.RESet resets all MCDS configuration to the default.

J MCDS.CLEAR deletes all configuration made by the MCDS.Set command group. See chapter
Guarded MCDS Programming for details.

J MCDS.INFO provides information about the availability of hardware resources.

J MCDS.Register opens a peripheral access to all MCDS registers.

Buttons as shortcuts to MCDS related features:

J CLOCK: SoC clock configuration, required for using timestamps.
. BMC: Count MCDS generated events using the Benchmark Counters.
. Trace: Configure the currently selected Trace method.

Timestamp Setup

Enabling and using the MCDS-generated on-chip timestamps requires two steps:
. Enable the MCDS timestamp generation: MCDS.TimeStamp ON.

. Use the CLOCK commands to inform TRACES32 about the chip’s base clocks. CLOCK.ON tells
TRACERS2 to use these clocks for calculating the timestamps.
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Example:

SYStem.CPU TC275TE

CLOCK.OSCillator 20.0MHz ; frequency of on-board
CLOCK.ON oscillator

SYStem.Mode Up
Data.LOAD.El1f myapplication.elf /NoCODE
Go PLL_ConfigDone

CLOCK.view ; manually verify clock setup

MCDS.TimeStamp ON ; enable timestamp generation

NOTE: A correct programming of the on-chip clocks is mandatory for a correct operation of
the MCDS hardware and timestamp generation. See chapter EEC Clock System
for details.

Timestamp decoding requires the entire trace buffer to be processed. For huge trace buffers, e.g. off-chip
trace, this may take up to several minutes.

Trace Buffer Configuration

TRACE32 can be configured to share the EMEM with third-party tools or applications using the
MCDS.TraceBuffer commands. See chapter Emulation Memory for details.

As long as no sharing of the EMEM is required TRACE32 automatically chooses the most suitable EMEM
configuration.

NOTE: XC2000 Emulation Devices do not allow configuring the EMEM.

AGBT Off-chip Trace Configuration

The commands MCDS.PortSIZE and MCDS.PortSPEED are used to configure the Aurora GigaBit Trace
(AGBT). See chapter AGBT High-speed Serial Trace for more information.

Trace Sources

Selecting a trace source enables the generation of the corresponding trace data. On TriCore, the trace
sources of the different cores and buses can be enabled independently. On XC2000 only the core can be
traced.

For the program trace different variants exist: program trace, sync trace, and CFT. For details please refer to
chapter Trace Sources.
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TriCore AURIX is limited to tracing only two cores at the same time. Multiplexers are implemented to select
the cores to be traced. Use the command MCDS.SOURCE.Set CpuMux[0 | 1].Core to configure them.

The TriCore SRl is not a bus, it is a fabric that can perform more than one transaction per clock cycle. The
MCDS hardware is limited to tracing only two transactions in parallel. The command MCDS.SOURCE.Set
SRI.[1 | 2].SLAVE is used to select the corresponding bus slave. All transactions to selected slaves are
recorded. The masters that initiated these transactions are available from the recorded trace data.

The GTM peripheral module is implemented as a peripheral trace. So in addition to the executed instructions
and data accesses internal signals can be recorded, too. These signals can be displayed as a timing
diagram, implementing the feature of an on-chip logic analyzer. See “GTM Debugger and Trace”
(debugger_gtm.pdf) and the TriCore-related GTM demos in ~~/demo/gtm/hardware/ for more information.

NOTE: MCDS.Set has its own methods for selecting the trace sources.

Example: Core Trace on TriCore AURIX

1. On TriCore TC277TE, the program flow of core 0 and core 1 are to be traced. Additionally all read
accesses of core 0 and all write accesses of core 1 are to be recorded:

MCDS . SOURCE.RESet

; configure trace for core 0

MCDS . SOURCE. CpuMux0 .Core TriCore0

MCDS . SOURCE . CpuMux0 . Program ON

MCDS . SOURCE. CpuMux0 . PTMode FlowTrace

MCDS . SOURCE . CpuMux0 . ReadAddr ON

; read data trace not implemented by MCDS

; configure trace for core 1

MCDS . SOURCE. CpuMuxl.Core TriCorel
MCDS . SOURCE . CpuMuxl . Program ON

MCDS . SOURCE. CpuMuxl . PTMode FlowTrace
MCDS . SOURCE. CpuMuxl .WriteAddr ON
MCDS . SOURCE.CpuMuxl .WriteData ON

2. On TriCore TC277TE, the program flow of core 1 and the performed read and write accesses are
to be traced. The sync trace is to be used to show the correct temporal order of the executed
instructions and performed accesses:

MCDS . SOURCE.RESet

; configure trace for core 0

MCDS . SOURCE. CpuMux0.Core TriCorel
MCDS . SOURCE. CpuMux0 . Program ON

MCDS . SOURCE. CpuMux0 . PTMode SyncTrace
MCDS . SOURCE. CpuMux0 . ReadAddr ON

MCDS . SOURCE . CpuMux0 .WriteAddr ON
MCDS . SOURCE . CpuMux0 .WriteData ON
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Example: Bus Trace on TriCore AUDO-MAX

1. On TriCore TC1798ED, all read accesses to PMUO (internal Flash) and all write accesses to the
EBU area to be traced:

MCDS . SOURCE.
MCDS . SOURCE.

; trace all

MCDS . SOURCE.
MCDS . SOURCE.
.SRI.1.ReadData ON

MCDS . SOURCE

; trace all

MCDS . SOURCE.
MCDS . SOURCE.
MCDS . SOURCE.

MCDS . SOURCE.
MCDS . SOURCE.

; trace all

MCDS . SOURCE.
MCDS . SOURCE.

RESet
NONE ; disable all trace sources

read accesses to PMUO
SRI.1.SLAVE PMUO
SRI.1.ReadAddr ON

write accesses to the EBU
SRI.2.SLAVE EBU
SRI.2.WriteAddr ON
SRI.2.WriteData ON

On TriCore TC1798ED, all accessed peripherals are to be traced:

RESet
NONE ; disable all trace sources

accessed peripherals
SPB.ReadAddr ON
SPB.WriteAddr ON

©1989-2024 Lauterbach

MCDS User’s Guide

21



Trace Control

TRACE32 provides two different methods for controlling the MCDS trace:

J The Analyzer commands are used to control the off-chip trace [A].
. The Onchip commands are used to control the on-chip trace [B].
W B:Trace.state EI@
METHOD
Analyzer zhzer @ Onchip ART LOGGER () SHO0Per FDX LA

of

Probe IProbe

state used ACCESS TDely
DISable - auto - 0. 4 Tronchip
@ OFF 681824, 0% - ﬁ MCDS
Arm SIZE CLOCK BMC
TRIGGER 768.0KB 8.125MHz
break
Mode
commands @ Fifo
RESet Stack
& Init Leash
7 List V| SLAVE

| AutoArm
AutoInit
Selfarm

MCDS allows only one of these trace methods to be active at the same time. Unless stated otherwise the
commands described here can be applied to Analyzer as well as to Onchip.

In this chapter:

. Trace state and mode
J Trace buffer size and usage
. TraceTrigger configuration

Here, only the most important commands are described. For more information about these commands as
well as those not mentioned here, please refer to the command group Trace.

Trace States

The DISable state prevents tracing at all. The EMEM is not configured so it can be used exclusively for
another purpose, e.g. calibration. Refer to chapter Emulation Memory for more information. Using the
MCDS for triggering is possible in this state, any trace data generated by the chip will be ignored.

The default trace state is OFF, which means that TRACES32 configures the necessary parts of the EMEM for
tracing. Note that in the OFF state no trace data is recorded.

The EMEM is ready to capture trace data in the Arm state. Any generated trace data will be recorded.
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The TRIGGER and break states are related to the TraceTrigger option. TRIGGER means that the
configured event has occurred but the trace is still recording (transition from Arm to TRIGGER). When
recording has stopped, the trace switches to the break state to indicate that recording has stopped due to
the occurrence of the configured trigger. The delay between TRIGGER and break can be configured with
Trace.TDelay.

NOTE: Trace.TDelay is only available for Onchip.

Trace Buffer Size and Usage

The SIZE box shows how many bytes of the trace memory are used as trace buffer:
. Trace method Analyzer
Trace buffer size of the PowerTrace module.
J Trace method Onchip
Size of the EMEM used for tracing. Refer to chapter Emulation Memory for more information and

for changing the EMEM usage for trace and calibration.

The progress bar under used indicates the fill state of the trace buffer. The fill rate depends on the amount of
generated trace data and the configured clocks.

The trace buffer will normally not be filled completely with trace data. The reason is that the
decompression information is located at the beginning of a paragraph (usually 1 or 4 KB). Refer to
chapter EMEM Partitioning for details on the trace buffer organization.

Trace Modes

The trace memory can be operated in different modes, see Trace.Mode for details.

. In Fifo mode the trace recording is endless. Use this mode when you are interested in the data
up to the point where trace recording is stopped.

J In Stack mode recording is stopped when the trace buffer is full while program execution
continues. This mode is useful when the information of interest is assumed close to the start of
the recording and program execution must not be stopped.

. The Leash mode is similar to the Stack mode with the difference that program execution is
stopped when the trace buffer is full. This mode can be used to generate a seamless trace by
joining smaller trace recordings to a large one. For more information, see the Trace.JOINFILE
command. Leash mode is not supported by all Emulation Devices.

Trace Trigger Configuration

A TraceTrigger can be used to capture run-time information of what happened before and after an event.
This means that program execution must not be stopped, instead trace recording continues for some time
after the event. Using the TraceTrigger option in TRACES2 you can trigger on the event of interest, and with
the Trace.TDelay feature you can define which amount of the trace buffer is reserved for the trace data
generated after the event.
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Programming the TraceTrigger event is performed via the TraceTrigger action of Break.Set, see chapter
Trace Trigger for an example.

NOTE: The TraceTrigger feature normally only makes sense in Fifo mode. It is not
available in Stack mode, configuration is silently ignored.

Other Trace Configuration Commands

J Trace.RESet resets all settings of the Trace command group to the defaults, the trace buffer is
initialized. Only the selected trace method is reset.
. Trace.Init initializes the trace buffer by discarding all recorded data.
NOTE: The on-chip trace buffer is always cleared when a new trace recording is started. It

is not possible to attach a new recording to the previous one. Instead, save the
recording to a file, and attach the recording to the contents of the file using
Trace.JOINFILE.

. Trace.AutoArm will start and stop the trace recording simultaneously with the program
execution. Resuming program execution will automatically start trace recording (Arm state), a
break terminates trace recording (OFF state).

. Trace.Autolnit will initialize the trace buffer and discard all recorded data when resuming
program execution.

Basic Trace Usage

The default MCDS setup allows the user to perform unconditional tracing without additional configuration:

. The first core of the device is configured to generate trace data for the program flow. Data trace,
bus trace and timestamps are disabled.

. Trace recording automatically starts when the core starts execution and stops when the core
breaks. See command Trace.AutoArm for details.

. The EMEM is configured automatically depending on the device and the trace method. For on-
chip trace the maximum possible size is selected. Refer to chapter Emulation Memory if a
different configuration is required.

. Endless recording is configured so the program flow up to the break can be inspected. For
details, see command Trace.Mode Fifo.
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For examples on the basic trace usage of TriCore AURIX devices, please refer to “Training AURIX

Tracing” (training_aurix_trace.pdf).

NOTE:

Using MCDS.Set disables unconditional tracing.

Trigger and Filter via Break.Set command

TRACE32 uses the MCDS to implement the following features:

Breakpoint: stop program execution (break).

Trace Filter: conditionally generate trace messages.

Trace Trigger: terminate the generation of trace messages with an optional delay.

Watchpoint: make an internal event visible without affecting the real-time behavior, e.g. generate
a special trace message or an external signal (pin event).

Marker: use a certain event for a pre-defined, special action, e.g. for incrementing a counter. See
chapter Benchmark Counter for more information.

These features are implemented as trigger and filter via the Break.Set command with the corresponding
Break Action. The number of configurable Break Actions depends on the device and the MCDS resources
already used by other MCDS features, e.g. the Benchmark Counters.

MCDS triggers and filters via the Break.Set command only have an effect in case the related core either
executes at the specified address (program breakpoint) or accesses the specified address (data address
and/or data value breakpoint). It depends on the device and the core or bus which kind of data access can
be triggered on.

The Break Actions define events which enable or disable the trace recording. The type of recorded
information is defined with the MCDS.SOURCE command group.

Available Break Actions:

stop Breakpoint
Delta, Echo Marker
WATCH Watchpoint

TraceEnable

Sample only the specified event.

TraceData OS-aware trace: sample the complete program flow and the
specified data event.

TraceON Switch the sampling to the trace buffer on after the specified event
occurred.

TraceOFF Switch the sampling to the trace buffer off after the specified event
occurred.

TraceTrigger Terminate the sampling to the trace buffer at the specified event. A

delay between the trigger event and the termination is possible.
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Break Action TraceData is required for performing an OS-aware trace: the entire program flow is recorded.
Additionally all write accesses to the variable holding the task ID are traced. So all context switches can be
reconstructed by the trace decoder and a OS-aware performance analysis is possible. Trace Data
automatically enables the recording of the program flow and the data address and value.

On TriCore, PCP and GTM TraceON and TraceOFF will trigger with a delay of up to two core clock cycles
(up to six core instructions).

Trace Filter

When programming trace filters, remember to enable the trace data generation for the trace sources you are
interested in. By default, only program trace for the first core is enabled. If you configure a trace filter on a
variable, manually enabling WriteAddr and WriteData is required for recording the data accesses.

Examples

. Enable the trace as long as code within an address range is executed

Trace sieve() function without recording sub-functions:

MCDS.SOURCE TriCore Program ON
Break.Set Var.RANGE (sieve) /Program /Onchip /TraceEnable

. Trace function sieve() including all sub-functions and exceptions.

Configure a TraceON action on the first assembler instruction of function sieve() and a TraceOFF
action on the last one:

MCDS.SOURCE TriCore Program ON
Break.Set sieve /Program /Onchip /TraceON
Break.Set Var.END(sieve) /Program /Onchip /TraceOFF

. Delayed stop of the trace recording when a certain address is executed.

Reserve 10 % of the trace buffer for recording the program trace after function sieve() has been
exited the first time. Stop trace recording, but continue program execution:

MCDS.SOURCE TriCore Program ON
Break.Set Var.END(sieve) /Program /Onchip /TraceTrigger
Onchip.TDelay 10%

After the function sieve() is exited for the first time not more than the defined 10 % of the trace
buffer will be used for recording. There is no possibility to cancel or restart this process. See the
Onchip.TDelay command for details.

NOTE: The AGBT off-chip trace does not support the Trace Trigger feature.
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TraceTrigger only makes sense in Fifo mode:

J In Stack mode, the trace will stop recording only when the trace buffer is full for the first time. The
Trace Trigger watchpoint is generated.

. In Leash mode recording is disabled in any case when the trace buffer is full for the first time. The
Trace Trigger watchpoint is generated.
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When programming Onchip.TDelay 0%, recording will be disabled, but the watchpoint message will be

missing in the trace.

A Trace32 TriCore [Power Debug USB 3 @] EI@
File Edit View Var Break Run CPU Misc Trace Pef Cov TC26xD Window Help
ML+ |2 0 SnmNscs @ 12 ';‘“ﬁllﬁ@@l@ 12|
7 BuTrace.List |?||E||?| W B::Onchip.state |E||E||E|
2 ) [ #3ml.. M EPrcﬁ EI‘-‘I]PE Leg state used ACCESS TDely
'"ecc”"d oo agf:ess dycle ldata i | | © pisable | auto v || 52428
-000031 | | ~ P:701011AE ptrace | | ©or 53536. 10% v || [ & wmcs |
6sa| | for (i=03; i< SIZE ; iv+ - || C/AM SIZE cLock
add16 do, #0a ) TRIGGER 512.0KB
688 for (1 =03 i <= 5IZE ; i++ @ break E
movlé d15, #0x12 m
688 for (1 =0 ; i <= 5IZE ; 1++ 1 nds = Fifo
b [ et © Stack
: @ Init () Leash
e P T
-000 | = P:701011B8 ptrace £ L [¥] sLAavE
Q r}-ctlc [V] AutoArm
st
-000024 | wpt-mex 00 [C] selfarm
-000022 P:70101150 ptrace
670 l while ¢ TRUE )
ji6 0x7010114C
T |k 7010%1“ ptrace $1 BTrace FindAll, WATCHPOINT oo =]
672 [ sieve(); 1 |run address cycle |data symbol |
cal 0x70101154 -000024 | wpt-mex -
-000018 | P:70101154 ptrace J =
char flags[SIZE+1] <l H i » L
1r1t sieve(void) - - - eB"BreakList |?||E||?|
fegister jnt 1. primz, ki [xnemm][o[mm,va\aw][ @ Intt_|[(Z1mpl...][ 52 Soee... |3 Load...] BgiSet... |
address types impl action |
684 anzahl = 0; - C:701011E9[Program [ONCHIP  [TraceTrigger | sieve'20+0x1
J I N b J b
B::
brigesr | [ dewices || trace ][ Data |[ var [ ust |[ PERF |[sSvstem |[ step |[ Go W[ Break |[ other || previoss
running || MIX  [uP
A Breakpoint with action /TraceTrigger defines the trigger event.
B TDelay defines to continue recording after the trigger has occurred, using 10% of the total trace
buffer capacity for post-trigger recording.
C TRIGGER state indicates that the trigger has occurred and post-trigger recording is in progress.
D break state indicates that the trigger has occurred and post-trigger recording has completed.
E Status bar indicates that CPU is still executing (running), but post-trigger recording has completed.
F Size of data in trace buffer.

G A watchpoint TraceTrigger in the Trace.List window indicates the occurrence of the trigger.

H

The watchpoint can be searched for using Trace.Find or Trace.FindAll. It is not possible to

distinguish the TraceTrigger watchpoint from any other watchpoint. See chapter Watchpoints for

details.

Trace all write accesses to a certain data address.
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All writes to the flags[3] variable are traced (data address and value):

MCDS.SOURCE. Set TriCore.Program OFF
MCDS.SOURCE. Set TriCore.WriteAddr ON
MCDS.SOURCE. Set TriCore.WriteData ON

Var .Break.Set flags[3] /Write /Onchip /TraceEnable

o Trace all write accesses of a defined value to a data address.

Trace when 0x01 is written to the flags[3] variable. The code that triggered the access is also
traced:

MCDS.SOURCE.Set TriCore Program ON ; enable Program Flow Trace

MCDS.SOURCE. Set TriCore.WriteAddr ON
MCDS.SOURCE. Set TriCore.WriteData ON
Var.Break.Set flags[3] /Write /Data.Byte 0x01 /Onchip /TraceEnable

Note that the exact opcode triggering the data access may not be included in the trace, but the
recorded address specifies the location where to look for.

. Trace all write accesses of a defined value to a data address triggered from a certain address
range.

In case the CPU executes within the function sieve(), all occurrences are traced where 0x01 is
written to the flags[3] variable. The code that triggered the access is also traced:

MCDS.SOURCE. Set TriCore.Program ON

MCDS.SOURCE. Set TriCore.WriteAddr ON
MCDS.SOURCE. Set TriCore.WriteData ON

Break.Set Var.RANGE (sieve) /MemoryWrite flags+0x0C \
/Data.Byte 0x01 /Onchip /TraceEnable
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The TraceTrigger is marked in the trace as a special watchpoint [A] and can be searched in the trace listing
like a watchpoint. For more information, see chapter Watchpoints.

-

Z BuTrace.List [= @[ =]
[ & seup... (1 Goto....|| F3Find... || f|chart |[ BlProfie || B[MPS | % More || X Less |
record |run |address cycle |data o
#1 Trace Find [F=5 Eol 5
int sieve(void) : = = = =
@ Expert ) Cyde () Group () Changes () Up
register int i, primz, k; & o
int anzahl; _ Signal @ Down
items
684 anzahl = 0;
£ movlé d2, #0x0 WATCHPOINT -
686 Ffor (1 =031 <« 5IZE;
movlé do, #0x0
686 for (4 =103 i < 5IZE 3
ji6 0x70101300
-00000017 P:70101300 ptrace
686 for (i =03 i <= 5IZE ;| [Find Next| [Find First) [Find Here| [ Find Al | [ Clear | [ cancel |
r movlé d15,#0x12
686 for (1 =0 ; i <= SIZE ; flags[ 1++ ] = TRUE ) ;
jge d15,d0, 0x701012EE
# watchpoint TraceTrigger
-00 3 wpt-mcx oo
-00000013 P:701012EE ptrace -5_sieve_intmem\taskchsievet+Ox6
686 for (1 =0 ; i <= SIZE ; flags[ 1++ ] = TRUE ) ;
r movh.a als,#0x7000
lea al5, [a15]0x6C
686 for (1 =0 ; i <= SIZE ; flags[ 1++ ] = TRUE ) ;
J 4
Watchpoints

TRACE32 can be programmed to generate a signal or a trace message in case a certain event has occurred
by using watchpoints. They are configured as breakpoints with break action WATCH.
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Example

Set a watchpoint on the entry of function sieve():

Break.Set sieve /Program /WATCH

The trace listing will show the name and the type of the watchpoint [A]:

B::Onchip.List DEFault

(& setw... |[FL Goto...|[ # Find... |[ v Chart |[ B Profile || Bl MIPS |4 Morgl[ X Less
cle |data symbol

record |run |address

cy busmaster |

686

int sieve(void) /= cieve of erathostenes *=/

register int i, primz, k;
int anzahl;

684 anzahl = 0;

movlé.aa a2,als

686 for (1 =0 ; i <= 5IZE ; flags[ i++ ] = TRUE ) ;
movlé 15, #0x1
lea a4,0x12

686 for (1 =0 ; i <= 5IZE ; flags[ i++ ] = TRUE ) ;
=tl16.b [a2+],d15

686 for (1 =0 ; i <= 5IZE ; flags[ i++ ] = TRUE ) ;

Tooplé a4, 0xD400082A
# watchpoint Program sieve
— bl |

o4 [m »

SIZE ; flags[ i++ ] = TRUE ) ;

wpt-tch oo 57

NOTE: The watchpoint message is independent of other messages, so it is not
possible to assign it to a certain program flow or data message.
NOTE: Watchpoints will not generate messages on successive occurrences of an

event. The reason is that there must be an edge event (a transition from low to
high).

This is especially important when triggering on an address- or data value,
because the comparator will hold the last value until there is a new one. If the
address or value does not change on consecutive accesses, the comparator
value will not change and the watchpoint will miss the event.

Watchpoints can be searched, see chapter Searching the Trace.
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Trace Decoding

The recorded trace data can be displayed using the Trace.List command. TRACES32 reads the recorded

trace data from the trace buffer and starts decoding the trace data. When decoding is completed, the results

are shown in the Trace.List window as a continuous flow of the executed instructions.

_ p—
'rI F I: o[-l
[ Nr=un. N2 Goto...|[ FiFind... || fdchart || EProfile || e —————
record |run |address cycle |data symbol ti1.back |
-000146 | P:70101176 ptrace .._sieve_intmem\taskc\sieve+Ox22 0.040us .
a I E
530 — i1 E
movh. a als,# =
lea - 215, [als ~
690 ) if ( flags[ i 1)
addsc.a a1§,q13_,gll #0x0
1 . o
690 it [ flags[ i ]
1 . L
692 primz = 1 + 1 + 3;
add1s d1s,do,do
i
692 primz = 1 + i + 3;
addle d15 ,#0x3
693 k =1 + primz;
add di,do,d1s
594 while ( k == SIZE )
-000142 | T P:701011A4 E:EF;E: I C w_sieve_intmem‘taskc'sieve+OxsC 0.140us ‘
594 < k <= SIZE )
694 T while ( k <= SIZE )
jge d3,d1,0x70101192
-000138 | P:70101192 ptrace w_sieve_intmem‘taskc'sieve+Ox3E 0. 040us
r {
696 flags[ k ] = FALSE;
movh. a als,#
lea als, [
696 flags[ k ] = FALSE;
addsc.a  al5,als,dl,#0x0
696 flags[ k ] = FALSE;
movlé d3,#0x0
{
696 flags[ k 1 = FALSE;
stl6.b [a15]0x0,d3
697 k += primz;
addle di,d1s
594 while ( k == SIZE )
mowv d3,#0x12
594 while ( k == SIZE )
L jge d3,d1,0x70101192
-000061 | P:701011AC ptrace .._51'eve_'l'ntmm\taskc\s‘ieve—o—OxSEI 239.840us |7
4

A Executed assembler instructions.

Executed HLL instructions and line numbers.

Decoded trace information, e.g. reconstructed execution address and cycle type ptrace. The shown

trace listing is based on a flow trace, so ptrace information is only generated in case of a
discontinuity, e.g. branch, call, exception, ...

D Record number. Negative numbers indicate cycles prior to the trace trigger, where the stop
recording event occurred.

E Optional timestamp information. Generated with every trace message. TIme.Back indicates the
time since the last trace message shown.

F Run information. Indicates linearity, discontinuity and the case: branch, call, return, exception.

G Symbol information related to the trace message’s address.
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NOTE: . TRACE32 will not read the trace buffer and start decoding until requested
by the user, e.g. by opening the Trace.List window.
. Only the trace buffer required for displaying the results will be read and
decoded. When MCDS timestamps are enabled, the entire trace buffer is
decoded.

Depending on the recorded data and the device, TRACES32 tries to improve the decoding results:

J Data Cycle Assignment

In case of an unconditional program flow trace, the trace decoder tries to assign the recorded
data accesses made by the core to their corresponding assembler instructions. Successfully
assigned data cycles are displayed in black, otherwise in red.

NOTE: Bus cycles cannot be assigned to instructions.

J Data Cycle Reordering (TriCore only)

In some cases the recorded data cycles will not appear in the order they were executed on the
device. If timestamps are available, the trace decoder is able to reconstruct the correct order.
Data Cycle Reordering is mandatory for Data Cycle Assignment.

The content shown in the Trace.List window can be defined. Each kind of trace information is represented
by a trace channel. Trace channels with related information are grouped, see the Trace.List command
description for details.

When no trace channel is specified, the DEFault trace channel group is displayed. For MCDS the following
trace channels are of interest:

o BusMaster

Displays the originator (Bus Master) of a bus access. This information is only provided by MCDS
if the bus address trace has been enabled.

o BusMODE

Displays whether the bus was accessed in User or Supervisor mode. This information is only
provided by MCDS if the bus address trace has been enabled. BusMaster and BusMODE
information are displayed in light grey if the access was made in User mode, otherwise in dark

grey.
« TP

Displays the raw trace data. Only of interest for MCDS experts, e.g. for verifying the decoder.

. MCDS

Displays the decoded message information, e.g. message source, trace type, and trace payload.
This information is useful for MCDS expert users having access to the Infineon ED
documentation. The message sources correspond to the MCDS unit names as defined by
Infineon.
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Bus Trace Information

As mentioned above the MCDS trace messages also provide information about the bus master. To obtain

this information, the generation of address messages has to be enabled for the related bus.

f— f—
i Bu:Trace.List DEFault BusMaster BusMode A B EI@
[ #seup... |11 Goto... || FiFind... || Mchar‘c |[ M profie LEMIPS || & More || X less

record run address cycle |data symbo buszmaster busniode |
-00377637 | O D:70007518 wr-data OB0O00ABZO0E701D5 ..cpuO\G]0ba'|\_CSA_BEGIN+O)(3E58 ~
-00377626 D:FO000210 rd-zpb 582436D9 CPU2 DMI sV -
-00377620 D:70007508 wr-data 700024BC0O0000004 ..cpul'Globaly__ CSA_BEGIN+0Ox3E48 E
-00377609 D:70007538 wr-data 0000000070000000 ..cpul'Global’__ CSA_BEGIN+Ox3E7S -
-00377606 D:70007528 wr-data 0000000400002C20 ..cpul'Globalh__CSA_BEGIN+0x3EGS
00377597 D:FO000110 rd-zpb 582436E1 CPU1 DMI sV i
-00377592 ( O D:70002598 rd-data ~X¥_system\EE_tc2¥x_stm_freq_khz
00377587 | 1 D:FO000110 rd-data
00377585 D:FO000210 rd-zpb 582436E7 CPU2 DMI 5V
-00377580 D:70007518 rd-data ~CcpulhGlobaly__CSA BEGIN+Ox3ESS
00377575 D:70007508 rd-data ~CcpulyGlobaly__CSA BEGIN+Ox3E48 C
00377573 D:70007538 rd-data ~CcpulyGlobaly__CSA BEGIN+Ox3E7S
00377570 D:70007500 wr-data 00000004000701D3 ..cpu0’Globall__CSA_BEGIN+Ox3E40
00377559 D:FO00O0110 rd-zpb 582436EF CPU1 DMI sV
00377553 1 D:FO000110 rd-data
00377551 D:FOD0O0010 rd-zpb 582436F5 CPUD DMI 5V
-00377546 D:FO000010 rd-data
-00377540 D:FO000210 rd-zpb 582436F9 CPU2 DMI sV
00377534 D:FO000030 wr-data 58274435
-00377524 D:FO00O0110 rd-zpb 582436FF CPU1 DMI sV
00377519 ( 1 D:FO000110 rd-data
00377517 D:FOD0O0030 wr-zpb 58274435 CPUD DMI 5V
-00377510 D:FOD00210 rd-zpb 58243709 CPU2 DMI sV
-00377" D:FO00O0110 rd-zpb 58243700 CPU1 DMI sV
-00377: D D:FO000110 rd-data
-00377: D:FOD0O0038 rd-zpb 0000001E CPUD DMI 5V
-00377487 | O D:FO000038 rd-data
-00377484 D:FO000210 rd-zpb 58243717 CPU2 DMI sV
-00377476 | O D:FOD00038 wr-data 0000001E
-00377: D:70007518 wr-data O8000A8200B701D5 ..cpul'Globalh__CSA_BEGIN+0Ox3E58
-00377: D:FO000110 rd-zpb 5824371D CPU1 DMI sV
-00377: D:70007508 wr-data 700024BC0O0000004 ..cpul'Globaly__ CSA_BEGIN+0Ox3E48
-00377439 | O D:70007538 wr-data 0000000070000000 ..cpul'Global’__ CSA_BEGIN+Ox3E7S
-00377430( O D:70007528 wr-data 0000000400002C20 ..cpul'Globalh__CSA_BEGIN+0x3EGS
00377422 ( 1 D:FO000110 rd-data
-00377420 D:FODO0038 wr-zpb 0000001E CPUD DMI 5V
-00377411 D:700074D8 wr-data O8000A8300B701D4 ..cpul'Globalh__CSA_BEGIN+Ox3EL18
-00377400 D:FO000210 rd-zpb 58243727 CPU2 DMI sV
00377391 D:700074C8 wr-data 700024BC00000004 ..cpul'Globalh__ CSA_BEGIN+Ox3EQS
-00377388 D:700074F8 wr-data 0000000070000000 ..cpul'Globalh__CSA_BEGIN+Ox3E38 57
A Information about the originator of the bus access. May contain additional information, e.g. served

channel in case of DMA access.
Information about the bus access mode: SV or user.

Core data accesses (rd-data, wr-data) to CSA made by core 0. TriCore AURIX cannot trace read
data value. No bus information available, the originator is always the core.

Core 1 performs data read access to D:0xFO000110 (peripheral). Data value cannot be traced.

SPB read access to D:0xF0000110 made by bus master DMI of Core 1. This corresponds to data
access of D. Data value available (bus trace).

As the debugger is also a bus master and performs all accesses via the bus system, its accesses also
generate trace messages. The debugger by default suppresses the display of these messages. Using the
command Trace.Mode SLAVE ON these accesses will be displayed, too.

For DMA accesses MCDS generates information about the DMA controller or the Move Engine and the
related channel number. As only five bits are reserved for the channel information only 32 DMA channels are
supported. For TriCore devices with more DMA channels this information is ambiguous, so the DMA transfer

could have happened on channel 5, 37, 69, ...

For an unambiguous identification of the DMA channel the

Peripheral Trace has to be used. Refer to the example Peripheral Trace for DMA of TC277TE.
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Searching the Trace

You have the following options to search the trace data:

o A text search within the Trace.List window

For a text search, press Ctrl+F. The text search ranges from the current trace record up to the first

occurrence of the search item.

The text search compares the content of the Trace.List window with the search item and will find any
occurrence. Because of the text comparison, the text search is very slow.

o A command-based search

Events in the trace decoding can quickly be found using Trace.Find and Trace.FindAll. For a
general description, please refer to the descriptions of the commands. Only options of special

relevance for MCDS are described here.

J For detailed information about the command based search, refer to “Application Note for

Trace.Find” (app_trace_find.pdf).

Clicking the Find button in the Trace.List window will enable implicit tracking of the Trace.Find and
Trace.FindAll results with the Trace.List window. Otherwise tracking can be enabled with the Track option.

Specific Cycles

Read- and write accesses of a specific CPU are rare and hard to find, especially if a certain value is of

interest. In addition to the pre-defined cycle types, all cycle types listed in the cycle column of the Trace.List
window can be searched. The example shows a search for an SPB write access:

-

j-jTraceFind = ===
- () Expert @ Cycle ) Group ) Changes () Up
£ BrTrace List () Signal @ Down
[ #seup... [} Goto...|[ FiFind... | y{chart || BllProfie || BMIMIPS || &N [ address/ expression
record |run |address cycle |data symbol HLL
T movl6.a ] M [z] D
st.a
1d.
1-cu-ie Cycle Data
st.a
: wrsod —
d.a P M
st.a
retlé
-01047185 D:B0000438 wr-data 00000003 : — = =
01047175 D:E0000460 rd-data [F|nd Ne)rt] [Flnd Flrst] [F|nd Here] [ Find AII] [ Clear ] [ Cancel ]
-01047172 D:FO00261C wr-data 5555AAAA
-01047162 D:AF006804 rd-sri 00000000
-01047157 | |  D:FOD0261C wr-spb 5555 AAAA ‘
-01047147 D:BO00045C rd-data
-01047141 D:FO002620 wr-data 00005050 ) i
-01047131 D:DO018ESE rd-data F] BuTraceFindAll, CYcle wr-spb EI@
_%ﬁﬁg nggﬁgggg r‘g—da‘t_:a | 3007 |run address cycle |data symbol |
B : ptrace 01047679 D:FO0B001C wr-spb 00100000 n
-01047117 D:DO018EBS rd-data ¢
-01047114 D:DO018EBD wr-data 00000000000D063B | (Z476037703 D:F0002620 wr-spb 00005050 E
‘%ﬁ%gi gfigggéigg '*'E‘Sp‘? 0000000000005050 01046377 D:F0020180 wr-spb 0000DOFF n
G P 30006530 '"t‘s'"‘_ 01046366 D:F0020184 wr-sph 00D000FF "
B i z _SIEPIEEES, 01046359 D:FO020188 wr-sph 00D000FF
rca HralUbESoL 01046347 D:FO02018C wr-sph 00D000FF
J 14 -01046340 D:F0020190 wr-spb 000000OFF
-01046333 D:F0020194 wr-spb 000000OFF
-01046320 D:F0020198 wr-spb 000000OFF
-01046316 D:F002019C wr-spb 000000FF
-01046306 D:FO012168 wr-spb F0020300
-01046268 | |  D:FDO1216C wr-spb 70011E00 -
4 I 2

If necessary the search can be restricted to specific data values and access widths and types.
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Special Events

For MCDS, the following expert options are available for finding special events, depending on the device:

Events: TRACEENABLE, WATCHPOINT, COUNTER
Exceptions: EXCEPTION, INTERRUPT, TRAP, RESET
Error: FIFOFULL, FLOWERROR

#1Trace Find [F=5 Eol 5
- @ Expert ) Cycle ) Group () changes () Up
Y BuTrace.List ) signal @ Down
[ &2 setup... |13 Goto...|[ FiFind... || fdchart || EProfiie || [ tems
record |run |address cycle |data WATCHPOINT -
}
static void funcl( int = intptr )
163
addle
1ea §t16-=. [Find Next| [Find First| [Find Here| [ Find Al | [ Clear | [ cancel |
179 1
retlé
# watchpoint Program funcl
+00000515 wpt-tc0 00
H00000517 P:70100416 ptrace .5_sieve_intmem\taskc\funcl+0x6
00000520 P:70100C84 ptrace ..
L} e #4 BuTrace FindAll, WATCHPOINT [=)[=]==]
L+00000522 [ rcP:;O:LOOCSAl ptrace 6023 |run address cycle |data symbol |
+D00005 24 P:7010114C ptrace FLELEIRE: wpt-tc0 04 -
H+00000488 wpt-tc0 01 =
599 Func2al) +00000493 wpt-tc0 00 E
L can uncza); 00000515 wpt-tco 00 -
00000528 P:70100CD4 ptrace +00000561 | | wpt—tc0 00
s ‘[ pra 00000611 wpt-te0 03 T
+00000630 wpt-tc0 02
+00000701 wpt-tc0 00
+00000710 wpt-tc0 00
+00000718 wpt-tc0 00
+00000726 wpt-tc0 00
+00001194 wpt-tc0 00
+00001204 wpt-tc0 00
+00001216 wpt-tc0 01
+00001220 wpt-tc0 00
+00001243 wpt-tc0 00
+00001259 wpt-tc0 01 -
4 I 2

NOTE: For watchpoints it is currently only possible to show the internal ID in the data
column but not the breakpoint configuration name. As watchpoints are

independent messages, it is also not possible to display the related symbol.

Exception Decoding

The MCDS flow trace protocol does not provide any information about entries into the exception handler so
displaying this event requires extra setup. For TriCore there are two methods available:

1. Tables: They specify the locations of the exception handler

2. DCU messages: They enable generation of extended trace data
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Exception Decoding Using Tables

For each TriCore core, one address range for an interrupt handler table and another one for a trap handler
table can be specified. By default, these tables are filled automatically by evaluating the BIV and BTV
registers of the cores before the trace decoding starts. For interrupts, it is assumed that all interrupts are
used.

In some cases, e.g. when BIV and BTV are destroyed or not all interrupts are used, it might be necessary to
specify the handler areas manually using the MCDS.Option eXception.TABLE command:

; 256 interrupt handler entries
MCDS.Option eXception.TABLE Interrupt 0xC0001000++0x2FFF

; 8 trap handler entries
MCDS.Option eXception.TABLE Trap 0xC0002000++0xFF

In the example above, the size of an exception handler entry is fixed to 32 bytes. In the example below, the
TriCore AURIX CPU uses a non-default entry size:

; 256 interrupt handler entries, 8 B entry size
MCDS.Option eXception.TABLE Interrupt 0x70001000++0x7FF 8.

; 8 trap handler entries, 32 B entry size
MCDS.Option eXception.TABLE Trap 0x70002000++0xFF

In case of multicore configurations, up to three address ranges can be specified, one for each core starting
with core 0.

The advantage of tables is that in case of a static exception configuration all exceptions are identified.
Additionally it is possible to distinguish between interrupts and traps.

If the exception configuration changes during run-time, only one exception configuration is valid. This is
either the automatically evaluated BIV and BTV configuration or the manually entered table configuration. As
BIV and BTV are normally only changed during the startup and configuration process where no interrupts
and traps occur the use of tables for exception decoding is the preferred solution.

For more information about disabling the tables completely or re-enabling automatic configuration, see
MCDS.Option eXception.

Exception Decoding Using DCU Messages

TriCore devices implementing TriCore v1.6 architecture or later (AUDO MAX, AURIX) have a flag
implemented in the debug messages (DCU messages) that indicates whether an exception is currently
active. When found in the trace data, this flag is evaluated and assigned to the corresponding program flow
message. With MCDS.Option eXception.DCU ON the unconditional generation of debug messages can
be enabled for all cores handled by the current GUI.

The advantage of DCU messages is that more exceptions can be identified in a dynamic system.
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DCU messages do not support nested exceptions. For example, a trap that occurs while an interrupt handler
is active is not identified. It is not possible to differentiate between traps and interrupts either, both are
marked as interrupts.

Both exception decoding methods can be combined to allow a differentiation of traps and interrupts using
the tables, and to identify more exceptions in case of a dynamic exception handler configuration.

Trace Limitations and Restrictions

The observation logic does not directly write the generated trace messages into the EMEM. Instead MCDS
processes these messages internally. If too many messages are generated, some internal FIFO will
overflow. In this case, an error message is generated and shown in the trace listing:

£ BrTrace List EI@
[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile ]LEMIPS | % More || XLess |
record |run |address c]e data sym ol t1.back |
-524331 P :CODOOBFA |t ce ._sieve_intmem\taskcsieve+Ox1A 0.246us
jge do, d =
-524326 P:CO000BEG pt -8_sieve_intmem\taskchsievet+0Ox6 0.492us  |=
586 [ i++ ] = TRUE ) ; n
-524323 D: D000124B Wr— data 01 51eve_1ntmem\G]oba]\f]ags+OXOB 0. 246us
-524321 P:COD008F4 ptrace ._sieve_intmem\taskchsieve+Oxld 0. 000us
—— TARGET FIFO OVERFLOW
—— TARGET FIFO OVERFLOW
—— TRACE EMAELE
-524252 P COOOOSFA |t'a e w_sieve_intmem‘taskc'sieve+Ox1A 251.815us
] COO00BEG
-524247 -8_sieve_intmem\taskchsievet+0Ox6 0.492us
686 ; 1 <= 5IZE ; flags[ i++ ] = TRUE )
240
5, #0x0
J 7] . }

To display where the error occurred, include the MCDS item in the Trace.List DEFault command:

i) BuTrace.List DEFault MCDS EI@
[ & seup... |[ Goto...|| FiFind... [ Achart |[ BlProfile || BMPs |[ % More |[ X Less

record |run |address cycle |data ti.back mcds
-524287
-524286
-524285
-524284
-524283

y o4 [m »

—— TARGET FIFO OVERFLOW
-524282 1 WTU_MCX  FIFO error 0Ox26
-524281
-524280 1 <skip> TTO 0x2C30102C3
-524279
-524278
-524277
-524276
-524275
-524274 1 TSU_MCX TTO 0x899
-524273
-524272
—— TARGET FIFO OVERFLOW
-524271 1 TSU_MCX FIFQ error 0Ox20
-524270
-524269 1 TSU_MCX TTO Ox0
-524268
-524267 h 01 <skip= TT1 0x122C310A930102C3084C2042C

-524266 &

J 'l 1 +

The first FIFO overflow is WTU_MCX, so one or more watchpoint messages generated by the MCX are
missing. The second FIFO overflow is TSU_MCX, here timestamp information is lost.
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MCDS Unlocking

This chapter describes how TRACES32 handles access to a device where MCDS is protected against
unauthorized access. Such a system cannot be traced or used for triggering unless the correct key for
unlocking is provided.

NOTE: TRACE32 cannot access a secured system without the corresponding keys.

Normally TRACES3?2 itself specifies this session key, so no user configuration is required. In some cases the
target application specifies this key, and TRACES32 needs to know it in order to unlock.

If you get an error message MCDS Session Key authentication failed please contactyour
responsible colleague for more information and the session key. The 64-bit session key is passed to the
command MCDS.SessionKEY.

NOTE: The application can only set a session key when TRACES32 did not yet set its own
key. This means that the application must do this before the debugger gets access
to the device. This is for example possible with an enabled tuning protection.
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MCDS Special Features

This chapter introduces the special MCDS features. For example, these are the Benchmark Counter and
Trace Through Reset, but also the miniMCDS, the GTM- and the Peripheral Trace.

Benchmark Counters

The MCDS has several counters that can be used to count events, e.g. the number of function entries or
write accesses to a variable. Other countable events are predefined internal events, e.g. number of executed
instructions or cache and memory accesses.

& B:BMCstate o[-l
control profile snoop CLOCK
RESet PROfile | | | [ snooper | [ E ||| 8.125MHz &2 MCDs
[ ®@mt |V Autolnic SnoopSet [ PROfileChart| CLOCK
—— 2T atob de value ratio ratio ov
— CLOCKS 4505130 554.478ms
— ICNT ON {(instructions) 1288581 | OFF
—— M1CNT IP_DISPATCH_STALL (Integer dispatch unit stalled) 351820 | X/ICNT 27.302%
— M2ZCNT PMEM_STALL (program memory stalled) 3261172 | X/ICNT |253.082%
— M3CNT MULTI_ISSUE (more than one instruction issued) 130825 | X/ICNT | 10.152%
—— CNTO TC_NINST (Executed TriCore Instructions) 1288578 | X/TIME |2.323MHz
= sl TC_STALL (TriCore 5tall Cycles) 3239641 | X/TIME |5.842MHz
CNTZ2 TC_BRHIT (Correctly predicted taken branches) 232803 | TIME/X 2.382us

4152 | X/CNT2 1.783%
119801 | X/ICNT 9.297%
8512 | X/ICNT 0. 660%

CNT4 PFL_PMISS (PMI read transactions from new PFLASH address)

CNT3 E TC_BRMISS (Incorrectly predicted taken branches)
CNTS

PFL_PHIT {PMI read transactions from any PFLASH prefetch buffer)

CNTB PCP_NINST (Executed PCP instructions) 0| OFF

CNT7 D (Delta breakpoint marker) 9629 | X/CLOCK | 0.213%
CNTS E (Echo breakpoint marker) 20480 | X/ICNT 1.589%
CNTS NONE (counter not used) OFF

CNT10 NONE (counter not used)

NONE (counter not used)
Bl t used)

L u
L u
u

A MCDS provides 16-bit counters, which may be insufficient in some cases. It is possible to cascade two
or more counters to a bigger one. Cascading counters reduces the number of independent events that
can be counted. Counters used for another purpose, e.g. a state machine in a trigger program or the
TraceON and TraceOFF triggers cannot be used for BMC any more.

NOTE: All TriCore AUDO Emulation Devices use CNTx as counter names.
For TriCore AURIX, the BMC counters are named PMNXx (Performance Monitor).

B If the product chip provides the counters CLOCKS, ICNT, and MxCNT, then they are also available for
selection in the BMC.state window.

For a detailed description of the BMC command group, see “BMC” in General Commands Reference
Guide B, page 9 (general_ref_b.pdf). Some MCDS specific examples are given below. For information about
the product chip’s benchmark counters, see “BenchMarkCounter” (debugger_tricore.pdf).
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Counting Chip-internal Signals

Chip-internal signals are pre-defined events inside the chip that are not accessible otherwise. For example, it
is possible to count the number of executed core instructions, memory accesses, cache hits and misses,
acknowledged interrupts and many others. The availability of the chip-internal signals is device dependent.

Example

This example sets up a 32-bit counter CNTO counting the number of executed TriCore instructions:

BMC.CNTO.EVENT TC_NINST
BMC.CNTO.SIZE 32BIT

NOTE: For counting core-related internal events on TriCore AURIX devices the core-
multiplexers need to be configured accordingly. For details, see the chapter
Trace Sources.

Counting User-defined Events

User-defined events, e.g. function entries or write accesses to a variable, can be also be counted. They are
set up as a breakpoint using the Delta or Echo marker. They are linked to a BMC counter by selecting the
Delta or Echo marker as BMC counter event.

NOTE: The Alpha-, Beta- and Charlie markers cannot be used for counting.

Example

This example shows how to count the entries into function sieve() and the write accesses to flags[3]:

1. Set a Delta marker breakpoint on sieve() and an Echo marker breakpoint on flags[3]:

Break.Set sieve /Program /Delta
Var .Break.Set flags[3] /Write /Echo

e B::Break.List EI@
3% Delete All| (O Disable Al @ Enable Al @ Init |[ & 1mpl... |52 Store...|[ S Load... | Kl Set... |
address types impl action |
C:C00008E0|Pr‘ogr‘a.m ONCHIP Delta s1eve
C:D0001243--D0001243 [Write ONCHIP Echo flags[3]
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2. Connect Delta and Echo events to MCDS counters:

BMC.CNTO .EVENT Delta
BMC.CNT1.EVENT Echo

&2 B:BMCstate o[-l
— control profile snoop CLOCK

ClPROfie ] | | (& SN00Per) s12smz | | [ wcos )

[¥] Autolnit [T] snoopSet 4 CLOCK
counter name |event atob [si1ze value ratio ratio ov
— CLOCKS 6713584 826.287ms

— ICNT ON (instructions) OFF 31BIT 5627980 | OFF

— M1CNT NONE (counter not used) OFF | 31BIT QOFF

— M2ZCNT NONE (counter not used) OFF | 31BIT QOFF

- - OFF | 31BIT OFF
— CNTO D (Delta breakpoint marker) OFF | 16BIT 11323 | X/TIME |13.7KHz
— CNT1 E (Echo breakpoint marker) OFF | 16BIT 22648 | X/CNTO  |200.017%
- = OFF | 16BIT OFF

— CNT3 NONE (counter not used) OFF | 16BIT QOFF

— CNT4 NONE (counter not used) OFF | 16BIT QOFF

— CNTS NONE (counter not used) OFF | 16BIT QOFF

—— CNT6 NONE (counter not used) OFF | 16BIT QOFF

—— CNT7 NONE (counter not used) OFF | 16BIT QOFF

—— CNT8 NONE (counter not used) OFF | 16BIT QOFF

—— CNT9 NONE (counter not used) OFF | 16BIT QOFF

—— CNT10 NONE (counter not used) OFF | 16BIT QOFF

— CNT11 NONE (counter not used) OFF | 16BIT QOFF

— CNT12 NONE (counter not used) OFF | 16BIT QOFF

— CNT13 NONE (counter not used) OFF | 16BIT QOFF

— CNT14 NONE (counter not used) OFF | 16BIT QOFF

L— CNT15 NONE (counter not used) OFF | 16BIT QOFF

4 3
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Example: Record BMC Counters in the Trace

The trace can be used to record the MCDS BMC counters (only AURIX and AURIX2G).

BMC.state

BMC . PMN6 . EVENT CMO_STALL

BMC.PMN6 . TRIGMODE TRACEOVERFLOW

BMC . PMN6 . TRIGVAL 2

BMC.SELect PMNG6
Trace.METHOD Onchip

MCDS.SOURCE. Set CpuMux0.Core
TriCorel

MCDS.SOURCE. Set CpuMux0.Program ON
MCDS.TimeStamp ON

Go

Wait 1.s
Break

Trace.PROfileChart .COUNTER PMN6
/Steps

BMC.PROfileChart.sYmbol

BMC.STATistic.sYmbol

The instruction flow is synthesized with recorded benchmark counter information in order to display a flat

display the BMC configuration
window

select the BMC and the Event
count Stall cycles of CPUMUXO

enable record of BMC counters
in the Trace

configure the triggervalue.
Entry in the trace if counter
has reached limit of 2

selects the PMN6 for statistic
enables Onchip Trace

selects the Core 0

enables the program flow
enables the timestamps

start the program execution to
fill the Onchip trace

stop the program execution

display a profile chart of the
counter events

display a profile statistic

display a flat statistic

function run-time analysis. The BMC.PROfileChart.sYmbol and BMC.STATistic.sYmbol commands show
this evaluation. The counter for the statistic analysis is selected with the BMC.SELect.

The Trace.PROfileChart. COUNTER shows the events per second in a time representation.

PMNO, PMNT1, ... Event counters of the MCDS which can be used.

PMN15
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H B:BMC.PROfileChart.s¥mbol = =R
B senp... || §if Goups... | 28 Gorfig... || (3 Goto...| #3Find... || 0 1n | »0cout @0 Full| © 1 || S out|| & Full| Fine ||Coarse
(other) main SystemGetCorelD M EBoardDisablewWatchdog
10.000us DisableT1f35584 _safety_endinit_clear _safety_endinit_set _endinit_clear
0.000us 200.000us 300.000us 400.000us 500.000us 600.000u
events/sec| | L L L L L |
300 geg] e e e e e e L
250.0e+6
200.0e+6
150.0e+6
100.0e+6
E0.0e+6
11 £ 0 >» € >

= | B:BMC.STATistic.sYmbol = =R
B senp... || §if Goups... | 28 Gonfig... || (A Goto...|| =|Detsled | = Tree || Ml chart | B Profile
items: 119. total: 505456. samples: 773392,
address [total min max avr count (first) ratio® [1% 2% |
other) 7E. (] EER = 1.(1/07 | 0.015% |+ .
main 418. 4. 69, 418 1. 0.082% |+
SystemGetCoreID 23. 23. 23. 23. 1. 0. 004% |+
BoardDisableWatchdog 19. 4. 15 19. 1. 0.003% |+
DisableT1f35584 296. G. 130 296 1. 0.058% |+
_safety_endinit_clear 64, 64, 64, 64, 1. 0.012% |+
_safety_endinit_set 75. 75. 75. 75. 1. 0.014% |+
_endinit_clear 170. 74. 96. 85. 2. 0.033% |+
_endinit_set 192, 95. 97. 96. 2. 0.037% |+
rwSpi 8613, 1440. 7173. 4306. 2. 1. 704% | —
ResetDynamicConfig 14. 3. 11. 14. 1. 0.002% |+
mems et 128. 38. 49, 42, 3. 0.025% |+
SystemInitCore 107. 4. 25. 107. 1. 0.021% |+ hd
11 £ >
B B:Trace. PROfileChart. COUNTER PMMG /Steps /ZoomTrack
B senp... || §if Goups... | 28 Gorfig... || (3 Goto...| #3Find... || 0 1n | »0cout @0 Full| © 1 || S out|| & Full| Fine ||Coarse
Il pmné
200.000us 250.000us 300.000us 350.000us

events/sec L L L L |

300.0e+6

m

> €

200.0e+6

100.0=+6
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Trace Through Resets and Power Cycles

Tracing through resets or power cycles enables the user to trace up to a reset or power cycle event without
losing the trace data as a consequence of the reset or power fail. After the event, recording resumes as soon
as the chip restarts executing the application.

Offchip traces are independent of target resets and power cycles. Offchip traces record trace data as long as
the chip provides trace data and keep the recorded data even when the chip is in reset or not powered.
Onchip traces must have mechanisms implemented to support this. TriCore devices do so, depending on
the chip.

Trace through reset and power fails is an extension to the related debug feature. For understanding this
chapter it is mandatory to read “Debugging through Resets and Power Cycles” (debugger _tricore.pdf).
The behavior of TRACES32 as configured with SYStem.Option.RESetBehavior also affects the trace.

Soft Resets

For soft resets, the target debug and trace logic is not reset. So the chip will provide trace data during these
events. As a side effect, even the execution of the reset handler and the Startup Software (SSW) will be
traced on some devices.

Hard Resets

For hard resets, the target debug and trace logic is reset. The chip will provide trace data until the reset
occurs.

J Offchip trace

After the reset, the trace logic is re-configured during the reattach phase. Depending on the
configured reset behavior, tracing will restart at the reset vector or at a later point in time.

New trace data is appended to the previous recording in the trace buffer.
o Onchip trace

The Emulation Memory provides a mechanism to lock the trace buffer content against
unintended modification during the reset, so the debugger can read the trace data and display
the trace recording.

The onchip trace logic is not able to continue a previous recording, so tracing will not be restarted
after reattach. This prevents that information about the reset cause is overwritten.

Power Cycles

The behavior of the on- and offchip trace for a power cycle is identical to a hard reset.

TriCore AURIX Emulation Devices can supply the Emulation Memory with power even when the target is not
powered. So the trace recording may help finding the cause for a power-down event even after a power
cycle. The dedicated pin Vppgg is used as stand-by power supply, please refer to the Infineon

documentation for more information.

TriCore AUDO devices do not support the stand-by power supply. The trace content is lost after a power fail.
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Reset Marker

MCDS tries to detect the reset via a trigger configuration. If the reset was visible to MCDS, a marker is
shown in the Trace.List window and can be searched using the Trace.Find command:

Trace.Find , RESET

For details, see chapter Searching the Trace.

£ BuTrace.List List ADDRESS DEFault

(=[O sl

[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile |LEMIPS |[ % mMore |[ Xiess |

record |run |address cyc'le data symbol

-000721 | P:BFFFC19A ptrac
r v dd. el0,ell,

-000719
-000716 ce
-000714 P:AFFFCO04 ptrace

lea a3, [a3]-0x3F00
ji16 a3

-000708 P:AFFFCO08 ptrace

-000706 P:AFFFC100 ptrace

4 T

o4 [m »

A Reset marker.

B At this point of time the CPU is already executing the reset handler. This is because C...

C ...the reset marker is triggered by the DCU of SPB and not by the reset event itself.

Special Trace Sources via OTGM

The OCDS Trigger Mux (OTGM) is a debug and trace feature that allows routing of trigger and status signals
from peripherals and interrupt requests to the OCDS Trigger Switch (OTGS) and the MCDS. Based on the
trigger and status signals, MCDS generates trace messages that can be used for different purposes:

J For intelligent peripherals implementing an execution unit, e.g. the MCS of the GTM, the program
flow and the data accesses can be reconstructed.

. For other peripherals, the provided information can be displayed as waveforms. Related signals
can be displayed as values. For example, the status information of the DMA controller contains
the active move engine and the served channel.

Which peripheral is able to generate which kind of trigger and status information highly depends on the
peripheral and the chip. In addition to the GTM and the DMA controller, the Interrupt Router and the
MultiCAN controller can generate trigger and status information.
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OTGM has three OCDS Trigger Buses (OTGB) to which peripherals can be connected. As there are
peripherals that only generate 8 bit trigger information, even more than three peripherals can generate
trigger and status information in parallel:

o OTGBO0 and OTGB1 are 16 bit wide and are connected to OTGS and MCDS.
. OTGB2 is 32 bit wide and is connected to MCDS only.

Product Chip

Peripheral 0

Peripheral 1 Peripheral 2

LHHH lle# bivied
L il ﬂ
—

OTGM part of
Interrupt Router [l

The signals of all peripherals connected to an OTGB are OR-ed within its OTGB Bus Interface (OBI), so
make sure that you do not to overlay the information of different peripherals. Peripherals generating only one
signal or trigger are connected via the Single Signal Interface (SSI) to OTGBO or OTGB11.

In TriCore AURIX chips, OTGM and OTGS are implemented within the interrupt router on Product Chip level.

OTGS is responsible for synchronous start and stop in multicore scenarios and for suspending the
peripherals. See “Multicore Debugging (AURIX)” (debugger_tricore.pdf) for more information. OTGS
functionality is not discussed in this document.
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Trace information is generated by the MCDS on Emulation Device level. This is called OTGB trace, no
matter what kind of information is recorded (peripheral information or GTM program/data trace). OTGB trace
is enabled by the command MCDS.SOURCE.Set CpuMux1.Core OTGM or the corresponding control in
the MCDS.state window.

& B:MCDS state =n| Wl <
MCDS SOURCE
OFF CpuMux0 CpuMux1 SFB SRI
@ ON | Program Program ReadAddr 1 2
ReadAddr ReadAddr ReadData ReadAddr ReadAddr
= WriteAddr viriteAddr | | ] writeAddr RemilEE RemilEE
e WriteData WriteData WriteData "Rty | || [LINER
W PTMode PTMode WriteData WriteData
" INFO | Fowlrace = RowTrace SL02 SL02
o Register Core Core (w1 ~f| |[cpwo -~
[Tricoren ~| || [oTem  ~
# CLOCK
BMC TraceBuffer PortSIZE
E Trace ARRAY UpperGAP 1Lane
@ TCM 0.8 PortSPEED
TimeStamp XTM SIZE 2500Mbps
& OFF 1.0MB
on DETECT LowerGAP

0.B

A Selecting OTGM as core source disables the usual trace source options.

Due to the diversity of the various OTGB sources, OTGM is not programmed using the usual
MCDS.SOURCE.Set CpuMux1 commands. Instead, the trigger and status information is generated within
the related peripherals. For displaying the results, the Trace.List window is not the best choice. The
following chapters describe how to generate and evaluate trace information for peripherals and the GTM.

Peripheral Trace

Normal peripherals do not have an execution unit, so they do not generate program flow or data access
information. Instead, they provide information about their internal state and performed actions. For example,
the DMA controller can provide information about which channel was served by which move engine. The
interrupt router can provide information about the winner of the last arbitration round.

NOTE: Data accesses made by a peripheral on the bus can be observed by tracing the
corresponding bus.

As each peripheral is designed for a very specific task, there is no unified mechanism to enable the trigger
and signal output and the display of the results. With support of TRACES32 all common use cases can be
covered. In general, the following steps are necessary:
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1. Check the OTGB capabilities of the device’s peripherals.

Decide for which peripheral status information is needed. Check the Infineon documentation of the
peripheral about its OTGB capabilities. If status information of more than one peripheral is required in
parallel, check if the generated signals can be connected to one or more OTGBs without conflicts.

2. Configure the OTGB registers of the peripheral.

Get the required register settings of the peripheral from the Infineon documentation. The
configuration can be made by using the peripheral file or the related PER.Set commands.

3. Configure TRACE32 to enable OTGB trace.
Enable OTGB trace via MCDS.SOURCE.Set CpuMux1.Core OTGM.
4. View and evaluate the results.

The recorded core trace data (program flow and data) of the GTM are displayed like any other
program flow and data trace, e.g. by using the Trace.List and Trace.Chart commands. This enables
a detailed performance analysis of the recorded trace.

For the peripheral trace the recorded signals can be displayed as waveforms using the Trace.Timing
window. TRACE32 offers a variety of possibilities to present the recorded data in different formats.

The displayed signals are named Node . OTGBx . y, where x is the OTGB number and y the signal/bit
number.

The example below describes the necessary steps and evaluation possibilities.

Example: Peripheral Trace for DMA of TC277TE

For performance analysis the activities of the DMA controller should be recorded. The aim is to visualize
which DMA channel was triggered by which Move Engine (ME). The TriCore device is a TC277TE BA step.

This example is derived from the peripheral trace example the TriCore demo directory of the TRACE32
installation:

~~/demo/tricore/etc/trace_trigger/peripheraltrace/
peripheraltrace_demo_tc277te.cmm

To set up the trace:
1. Check the OTGB capabilities of the device’s peripherals.

They are documented in chapter “DMA OCDS Registers” of the Infineon TriCore TC27x User Manual.
The register DMA_OTSS (DMA OCDS Trigger Set Select) has two bit fields:

- TGS (Trigger Set) defines which kind of information is generated. Trigger Set 1 “Channels
(TS16_PF)” provides information about the active channels.

- BS (OTGBO01/1 Bus Select) selects the OTGB where to provide the information. In this
example, both OTGB are possible because only one trigger source generates information. So
OTGBO is used.
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2. Configure the OTGB registers of the peripheral.

The resulting value for DMA_OTSS (address D:0xF0011220) is 0x00000001 for Trigger Set 1 and
OTGBO:

PER.Set.simple D:0xF0011200 %Long 0x00000001

3. Configure TRACE32 to enable the OTGB trace:

MCDS.SOURCE. Set CpuMuxl.Core OTGM

4. Start application and trace recording.

Go.direct

5. View and evaluate the results, as described in the next section.

Trace Evaluation

By default, all recorded signals are displayed in the Trace.Timing window, The signals are given generic
names.

Trace.Timing ALL

2 B:Trace. Timing ALL EI@
[ & setup... |[EName...| (L Goto... [ FiFind... |[ 4 In | p4out|[MMFull Ooff || @ Am |[ @it | @ Swapshot| used: | 30112.
Oms -700.000ms -600.000ms -500.000ms -400.000ms -300.000ms -200.000ms -100.000ms 0.0
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n.
n
n.
n.
n.
n.
n. My
n. 0TGE1_15 A -
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The generic names can be changed for an easier identification of the signals. For

example, in case of the

used Trigger Set 1, bit 7 indicates the activity status of MEO, and bit 15 of ME1. So these signals are

renamed using the command NAME.Set:

NAME.Set n.OTGBO_7 Engine0
NAME.Set n.OTGBO0_15 Enginel

The channel numbers are encoded in bits 0...6 for MEO and 8...14 for ME1. Using the command
NAME.Word these bits can be combined to form a binary value and be converted into other formats. The
following commands group the active channel of MEO to ChEngine0 and the active channel of ME1 to

ChEngine1.

NAME .Word ChEngineO Node
Node .OTGB0_3 Node

NAME.Word ChEnginel Node
Node.OTGBO_11 Node

.OTGB0_0 Node.OTGBO_1 Node.OTGBO_2 \
.0OTGB0_4 Node.OTGBO0_5 Node.OTGBO_6

.0OTGB0_8 Node.OTGBO0_9 Node.OTGBO_10 \
.OTGB0_12 Node.OTGBO_13 Node.OTGBO_14

To display the channel numbers as hexadecimal values in Trace.Timing:

Trace.Timing Word.ChEngineO Node.Engine0O Word.ChEnginel Node.Enginel

2 BuTrace.Timing w.ChEngined n.Engined w.ChEnginel n.Enginel

(=[O el

[ Brsetup... |[=SName...| (L Goto...|[ FiFind... | 4pIn | p40ut|[MMFull O off || @Am || @ nit || © Swapshot| used: 30112.
1 -586.770ms -586.760ms -586.750ms -586.740ms -586.730ms -586.720ms -586.71 586.700ms
- CHENGINEQ (e —rs L e I ! ! i
nENGINEORW 7 ———— @ 11—
w. CHENGINEL L§jo= TO& =T [OF [O& [SF [O5 -
n-ENGINEL»J;iﬁﬁﬁﬁﬁﬁ.ﬁﬁﬁﬁﬁﬁﬁﬁlﬁﬁﬁﬁﬁﬁﬁlﬁﬁﬁﬁﬁﬁﬁﬁﬁ]ﬁﬁiﬁﬁ]ﬁﬁ]ﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁ@ﬁﬁﬁﬁﬁﬁﬁﬁ;‘
4 (| ¢ 4 3

A Move Engine 0 served channels 15, 24, 5 and 10.
B Move Engine 1 served channels 10, 33, 15, 10, 63 and 5.

NOTE:

Single signals have the prefix Node.
Signals grouped as word have the prefix Word.

Signal names can never be used without their prefix. For example

For more information, refer to the command group NAME.

There are two options for correlating the DMA activities with the program flow:

Using the /Track option of Trace.Timing and Trace.List

Trace.List DEFault Node.Engine0 Word.ChEngineO \
Node.Enginel Word.ChEnginel

Adding the signals and groups as trace channels to the Trace.List window:
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£ B::Trace List DEFault Node.Engined Word.ChEnginel Mode.Enginel Word.ChEnginel

(=[O el

[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile ]L!MIPS ][ & More || X less

record |run |address cycle |data symbol t1.back

n.engined el |n.enginel el

#deTine BUSWIDIH_B4BLT
#define BUSWIDTH_128BIT
#define BUSWIDTH_256BIT

(L

void Delay(unsigned int ndelay)
83 . for (unsjgned int 1 = 0; 1 < (ndelay); 1 += 1)

L j1t.u d15,d4, 0x70100B46
-00673346 P:70100B46 ptrace Wisieve'sieve' Delay+0x4 =%
84 nop(); /= Delay =/

BUSWIDTH_16BIT
BUSWIDTH_32BIT
BEUSWIDTH_84BIT
BUSWIDTH_128BIT
#define BUSWIDTH_256BIT

W

void Delay(unsigned int ndelay)
{

83 for (unsigned int 1 = 0; 1 < (ndelay); i += 1)
addle d15 , #0x1

#define BUSWIDTH_16BIT
#define BUSWIDTH_32BIT
#define BUSWIDTH_64BIT
#define BUSWIDTH_128BIT
#define BUSWIDTH_256BIT

W

void Delay(unsigned int ndelay)

83 for (unsigned int 1 = 0; 1 < (ndelay); 1 += 1)
L j1t.u d15,d4, 0x70100B46
-00673341 | P:70100B46 ptrace Wisieve'sieve' Delay+0x4 E :
84 - __nop(); /= Delay =/
noplé

#define BUSWIDTH_16BIT 1
#define BUSWIDTH 328IT 2

J(

y o4 [m »

0A n.enginel 05

n.engined OF n.enginel 05

A Move Engine 0 inactive, Move Engine 1 active (channel 5).

B Both Move Engines active (channels 15 and 5).

An empty cell in a column indicates that the signal is low at this point in time. A signal name in a cell indicates
that the signal is high at this point in time. For grouped signals the current value is always printed.

Signal Options

Using the NAME.Set command, you can define the following options for signals:

i A signal-specific name.

. The polarity of the signal.

. The signal sensitivity: transient/ non-transient, falling/rising. The configured detection is

implemented in the chip hardware.

. A highlighting option for all diagrams: Normal, red and with yellow background.

For more information, refer to the command description of NAME.Set.
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Tracing the GTM

GTM implements different kinds of peripherals:

The Multi-channel Sequencer (MCS) is an intelligent peripheral that generates program flow
trace and data trace. TRACES32 can decode and display accordingly.

TIM, TOM, ATOM, and SPE can generate trigger information about their IO signals.

ARU, DPLL and TBU can generate specific trace and trigger information, e.g. on ARU transfers
or TBU comparators.

NOTE: It depends on the implementation which GTM peripherals are available. For

example, the low-end TriCore devices do not have an MCS so there is no
program or data trace for these devices.

The GTM specific trace and trigger signals are connected to the OTGB using the GTM specific TrOnchip
commands. In this case no manual programming via the peripheral file is required. For more information,
see “TriCore specific TrOnchip Commands” in GTM Debugger and Trace, page 39 (debugger_gtm.pdf).

For GTM implementations without any MCS, you need to start only the TRACE32 PowerView GUI for
TriCore. For these chips it is recommended that you use the peripheral trace described in section Peripheral

Trace.
& BuTrOnchip.state I?HE”E_I
tronchip OTGBO 0OTGB1 0TGB2
RESet SELect SELect SELect
7] CONVert ore  ~] ore  ~] o ~]
VarCONVert LowBMType LowBMType
OFF OFF Fetch
HighBMType HighBMType
OFF OFF MCS
LowBMInst LowBMInst Module
1] 0 MCS0
HighBMInst HighBMInst Channel m
i} 0 0
SENsitivieg SENsitivieg
OxFFFF OxFFFF
SENsitivPos SENsitivPos
OxFFFF OxFFFF ARU
ACCESSO
Ox1FE
ACCESS1
Ox1FE

A OTGM/OTGB trace configuration for GTM

The example below shows how to trace different peripherals by using the GTM GUI.
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Example: GTM trace of TC265DE

For analyzing a GTM application the program flow, the ARU transfers and the activity of the ATOM 3 shall be
recorded and displayed. The TriCore device is a TC265DE AB step.

This example is derived from the example in the GTM demo directory of the TRACE32 installation:

~~/demo/gtm/hardware/triboard-tc2xx/tc26x_tc27x_tc29x_demo_new.cmm

To set up and evaluate the trace:
1. Configure and view program flow trace.

The GTM peripheral that implements an execution unit is the Multi-channel Sequencer (MCS). Only
one of the implemented MCS modules can be selected for tracing. Within the selected module, either
one dedicated MCS channel or all channels can be traced. The following trace data can be
generated:

- MCA enables address trace: program and data addresses. In case of program addresses, the
channel number is provided. In case of data trace, the channel number is not provided. If
trace data is generated for all trace channels, it is not possible to determine which MCS
channel triggered the data access.

- MCD enables the data value trace.

In this example, program and data trace for all channels of MCSO is generated. Address trace (MCA)
can be generated via OTGBO or OTGB1, data trace (MCD) only via OTBG2. This example uses
OTGBO for MCA:

TrOnchip.O0TGBO SELect MCA
TrOnchip.OTGB2 MCD
TrOnchip.MCS.Module MCSO
TrOnchip.MCS.Channel ALL
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al' B:TrOnchip.state r_E;_TrTETTEiiia
tronchip OTGBO 0OTGB1 0TGB2
RESet SELect SELect SELect
V] convert [MCA - [oFF  ~] (Moo ~]
[Tl varconvert = LowBMType
OFF OFF [CIFetch
HighBMType HighBMType
. OFF OFF MCS
LowBMInst LowBMInst Module
0 0 MCS0 A
HighBMInst HighBMInst Channel
0 0 (aw -]
SENsitivieg SENsitivieg
OxFFFF OxFFFF
SENsitivPos SENsitivPos
OxFFFF OxFFFF ARU
ACCESSO
Ox1FE
ACCESS1
Ox1FE

A Enable MCS address trace (program and data) on OTGBO.

B Enable MCS data trace (value) on OTGB2.

C Select all channels of MCSO for tracing.

When trace recording is finished, the results can be evaluated, e.g. with the Trace.List command:

B:Trace List o[-l
[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile ]L!MIPS [ #More || Xless |
record |run |address cycle |data symbol t1.back
+060182 [ 5] P:0000016C ptrace .51evellimcs_s1evedlimal n+0x14C 0.100us
116 | 3¢ _MC5_cont3l: nop
3| nop =l
H+060186 | 3 P:00000170 ptrace 51 evel0imes_s1eveddimain+0x150 0.100us -
117 | 3 Jjmp _MC5_Toop31 ; _MC5_Toop31 P
3L jmp 0x138
+060191 | 3| P:00000138 ptrace 51 evel0ymes_s1eveddimain+0x118 0.100us
103 | 3 _MCS_loop31: awr rl,r2,0x6
3 awr ri,r2,0x6
+060198 | O P:00000040 ptrace _=1eveddimcs_s1eved0 \main+0x20
35| 0 awr rl,r3,0oxl
0| awr rli,r3,0d
H+060204 | O P:00000044 ptrace w_s1evedd\mcs_sieve00ymain+0x24 5.220us
36| 0 mrd ro,_MC5_data0 ro,_MC5_data0
0| mrd r0,0x20
H+060208 | 1 P:00000094 ptrace .51 eveddimcs_s1eveddimain+0x74
58( 1 awr ri,r3,0x3
1| awr ri,r3,0x3
H+060214 D:00000020 rd-data 00000002 \\mcs_s1evedlimcs_sieve00\main
+060222 | O P:00000048 ptrace w_s1evedd\mcs_sieved0ymain+0x28 0. 200us
37| 0 ibc r0,0x0,_MC5_loop02 r0,0,_MC5_Toop02
0+ jbc r0,0x0,0x50
+060228 | 0] P:00000050 ptrace w_s1evedd\mcs_sieved0ymain+0x30 0.100us
39| Op _MC5_loop02: jbc ro,0x1,_MCS_loop03 ro,1,_MC5_Tloop03
Ci jbc r0,0x1,0x58
+060233 | 0 P:00000054 ptrace =1 eveddiymcs_s1evedlimain+0x34 0.100us
40| op mov1 r3,0x100
0| movl r3,0x100
H+060237 | O P:00000058 ptrace _=1eveddimcs_s1eved0 \main+0x38 0.100us
41| 0 _MC5_Tloop03: subl r2,0x0
0| subl r2,0x0
H+060241 | O P:0000005C ptrace w_s1evedd\mcs_sieve00ymain+0x3C 0.100us M
42| 0 b= S5TA,S5TA_Z ,_MC5_cont00 5TA,5TA_Z, _MC5_cont00 =
J O+ jbs sta,z,0x64 &
4 F
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2. Configure and view the signals generated by the ATOM 3 module.

The ATOM signals are available via the 10S peripheral, which can be traced using OTGBO or OTGB11.
Each ATOM has 8 channels so up to 4 ATOMs can be observed in parallel. In this example, only
ATOM 3 is traced.

Because OTGBO is already used for program flow trace, OTGBH1 is chosen for ATOM 3. As ATOM
only has 8 channels, only the upper 8 bits of the 16 bit OTGB1 is used. The lower 8 bit can be used
for any other purpose. In this example, they will not be used.

TrOnchip.OTGB1l.SELect IOS
TrOnchip.OTGB1 . LowBMType OFF
TrOnchip.OTGB1.HighBMType ATOM
TrOnchip.OTGB1l.HighBMInst 3

OxFFFF
SENsitivPos
OxFFFF

OxFFFF
SENsitivPos
OxFFFF

& BuTrOnchip.state EI@
tronchip OTGBO 0OTGB1 0TGB2
RESet SELect SELect SELect
7] CoNVert [Mca  ~] [os  ~] (Moo ~]
VarCONVert LowBMType LowBMType
OFF OFF A Fetch
HighBMType HighBMType
OFF ATOM A MCS
LowBMInst LowBMInst Module
0 0 MCS0 A
HighBMInst HighBMInst Channel
0 3 -] [a ~]
SENsitivieg Cottioo

Tomr | LA]

ARU
ACCESSO
Ox1FE
ACCESS1
Ox1FE

A Enable signal trace (I0S) for ATOM 3 on OTGBA1.

Additionally the polarity and the sensitivity can be configured. As the sensitivity setting is programmed
to the chip this has to be done prior to recording, see chapter Signal Options for details. Also more
meaningful names can be given:

NAME.Set Node.OTGB1_8 ATOM3_CHO + Transient
NAME.Set Node.OTGB1_9 ATOM3_CH1 + Transient
NAME.Set Node.OTGB1_10 ATOM3_CH2 + Transient
NAME.Set Node.OTGB1_11 ATOM3_CH3 + Transient
NAME.Set Node.OTGB1l_12 ATOM3_CH4 + Transient
NAME.Set Node.OTGB1l_13 ATOM3_CH5 + Transient
NAME.Set Node.OTGB1_14 ATOM3_CH6 + Transient
NAME.Set Node.OTGB1_15 ATOM3_CH7 + Transient
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3.

The recorded signals can be evaluated using Trace.Timing ALL. This command will show all
available OTGB signals only. In this example, ATOM 3 uses only 3 channels: 2, 3, 4.

Trace.Timing Node.ATOM3_CH2 Node.ATOM3_CH3 Node.ATOM3_CH4

2 B:Trace Timing Node. ATOM3_CH2 Node ATOM3_CH3 Node. ATOM2_CH4 =n| Wl <
[ & setup... |[E4vame...| [ Goto... [ FiFind... |[ 4pIn | p4out|[MMFull Qoff || @ Am |[ @nit | © Swzpshot| used: Il 93216.
275.000ms 280.000ms 285.000ms 290.000ms 295.00
line 1 n 1 1
T nATDM3CH2_|.I—|.I—|.I—|.I—|.I—|.I—|.I—LI—LI T o0 T 00 ] T .
o n. ATOM3_CH3 &
Jf m,r « I 2

By adding the option /Track to Trace.Timing and/or Trace.List the results of both trace recordings

can be linked.

The signals generated by OTGB are also available as hexadecimal numbers in the Trace.List
window via the corresponding trace channel:

Trace.List DEFault OTGB1

r—
B::Trace.List DEFault OTGE1 = A x7
[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile ]LEMIPS | #More || Tless |
record |run |address cycle |data symbol t1.back tabl |
3L jmp Ox138 L
+092269 P:00000138 ptrace .51 evelddimes_s1eveddimain+0x118 0.100us 0400 _
103 _MC5_loop31: awr rl,r2,0x6 3
awr rl,r2,0x6 -
092275 P:00000138 ptrace 51 evelddiymcs_s1evedlimain+0x118 74.280us 0COD
103 _MC5_loop3l:  awr rl,r2,0x6 i
awr rl,r2,0x6
+092284 P:00000138 ptrace 51 eveld0iymes_sieved0imain+0x118 390.640us 1C00
103 _MC5_loop31: awr rl,r2,0x6
awr rl,r2,0x6
+092294 P:00000040 ptrace w_s1evedd\mcs_sieved0ymain+0x20 1C00
35| 0 awr ri,r3,0d
0 awr rli,r3,0d
H+092300 | O P:00000040 ptrace w_s1evedd\mcs_sieved0ymain+0x20 3.640us 0400
35| 0 awr ri,r3,0d
0 awr rli,r3,0d
+092308 | O P:00000044 ptrace w_s1evedd\mcs_sieve00ymain+0x24 0.280us 0400
36| 0 mrd ro,_MC5_data0 ; r0,_MCS_data0
0| mrd r0,0x20
+092312 | 1 P:00000094 ptrace w_s1evedd\mcs_sieve00ymain+0x74 0400
58( 1 awr ri,r3,0x3
1| awr ri,r3,0x
+092318 D:00000020 rd-data 00000020 \\mcs_s1evedl \mcs_sieved0\main 0400
H+092327 | O P:00000048 ptrace w_sievedd\mcs_sieve00ymain+0x28 0.200us 0400
37| 0 jbc r0,0x0,_MC5_loop02 ; r0,0,_MC5_Toop02
0+ jbc r0,0x0,0x50
+092334 | 0 P:00000050 ptrace _sieved0ymcs_: 51&veOO\ma1n+Ox30 0.100us 0400
39| Op _MC5_loop02: jbc r0,0x1, _MCS_ 100p03 ; r0,1,_MC5_Toop03
0< jbc r0,0x1,0x58
+092339 | 0 P:00000058 ptrace w_sievedd\mcs_sieve00ymain+0x38 0.100us 0400
41| O _MC5_Tloop03: subl r2,0x0
0| subl r2,0x0
+092343 | O P:0000005C ptrace w_s1evedd\mcs_sieve00ymain+0x3C 0.100us 0400
42J 0 jbs STA,S5TA_Z ,_MC5_cont00 ; STA,S5TA_Z, MC5_cont0O -
4 I3

A OTGB1 data. According to IOS configuration, only the upper 8 bit contain data.

Configure and view transfers by the ARU on addresses 0x77 and 0x78.

ARU status information can only be traced using OTGB2. This conflicts with the above MCS data

©1989-2024 Lauterbach MCDS User’s Guide |

57



trace configuration. So for recording the ARU transfers, the MCD configuration is discarded:

TrOnchip.O0TGB2 SELect ARU
TrOnchip.ARU.ACCESS0 0x77
TrOnchip.ARU.ACCESS1 0x78

& BuTrOnchip.state

[ [-E s
tronchip 0TGBO 0TGB1 0TGB2
RESet SELect SELect SELect m
V] convert [Mca  ~] [os  ~] (ARu  ~]
[T varconvert LowBMType LowEMType
OFF [Fetch
HighBMType HighBMType
OFF MCS
LowBMInst LowBMInst Module
0 0
HighBMInst HighBMInst Channel
0 3 -] [a ~]
SENsitivieg SENsitivieg
OXFFFF OXFFFF
SENsitivPos SENsitivPos
OXFFFF OXFFFF ARU
ACCESSO
0x77 E
ACCESS1
0x78

A Select the ARU address trace from the OTGB2 drop-down list.

B Enter up to two ARU addresses for which the transfers shall be traced.

The results are added as ARU cycles to the Trace.List window:
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B::Trace.List DEFault OTGEL

(=[O el

record
116

+084973
117

+084977
103

+084984
103

+084993
103

+085005
35

+085013
35

+085025
35

+085037
36

+085045
58

+085051
+085056
37

+084969

'run |address lcycle

3

[ & sew... |[ Goto...|| FiFind... [ Achart |[ BProfile ]Lﬂlps | #More || Tless |

|data

i3

-

. back

P:0000016C ptrace
_MC5_cont31: nop
nop
P:00000170 ptrace

.51evellimcs_s1evedlimal n+0x14C

0.100us 1CO00

[tgbl '

-

51 evel0imes_s1eveddimain+0x150 0.100us 1C00 -
Jjmp _MC5_Toop31 ; _MC5_Toop31 )
Jjmp 0x138
P:00000138 ptrace 51 evel0ymes_s1eveddimain+0x118 0.100us 1CO00
_MC5_loop31: awr rl,r2,0x6
30 ARU:00000077 high 00000100 w_s1evedd\mcs_sieved0ymain+0x57 1.297ms 1C00
3 _MC5_loop31: awr rl,r2,0x6
3] awr rl,r2,0x6
3| ARU:00000077 Tow 00000000 .._s1evel0imcs_sievel0imain+0x57 0.020us 1C00
e v ——— ey
3| awr rl,r2,0x6
V] P:00000040 ptrace _=1eveddimcs_s1eved0 \main+0x20 1C00
0 awr rl,r3,0oxl
0| awr ri,r3,0d
0| ARU:00000078 high 00000100 .._sievel0ymcs_sieveddymain+0x58 5.060us 1C00
0 awr rl,r3,0oxl
0| awr ri,r3,0d
0| ARU:00000078 Tow 00000000 .._sievel0ymcs_sieveddymain+0x58 0.020us 1C00
0 awr rl,r3,0oxl
0| awr ri,r3,0d
V] P:00000044 ptrace w_s1evedd\mcs_sieve00ymain+0x24 0.140us 1C00
V] mrd ro,_MC5_data0 ; r0,_MC5_data0
0| mrd r0,0x20
i P:00000094 ptrace .51 eveddimcs_s1eveddimain+0x74 1C00
1 awr ri,r3,0x3
1| awr ri,r3,0x3
D:00000020 rd-data Wmes_sieved0ymcs_sieve00ymain 1C00
0 P:00000048 ptrace w_s1evedd\mcs_sieved0ymain+0x28 0.200us 1CO0 K
V] jbc r0,0x0,_MC5_loop02 r0,0,_MC5_Toop02 =
0+ jbc r0,0x0,0x50 &

A ARU low and high values.
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miniMCDS

The miniMCDS is a reduced variant of the regular MCDS available on the Product Devices. It has been
introduced with the TriCore AURIX family where it is available on the TC29x devices.

TRACE32 enables miniMCDS support when selecting the Product Device variant of the chip, e.g. TC297TP
using the SYStem.CPU command. It is not possible to use the MCDS and the miniMCDS at the same time:

. Selecting the Emulation Device enables support for the MCDS.
J Selecting the Product Device enables support for the miniMCDS, even if the chip is an Emulation
Device.

The miniMCDS basically has the same features as the MCDS, although not all resources are available. The
following functionality is restricted:

. Trace memory (TMEM) is limited to a fixed size of 8 KB and is located in the LMU. When using
the miniMCDS, TMEM must not be used by the application.

TMEM is not related to the Emulation Memory (EMEM).

J Only one TriCore core can be traced at a time. Selecting OTGM, e.g. for the peripheral trace, is
not possible. Bus trace is not supported.

. Although the TriCore core’s data memory interface is 64-bit, the miniMCDS supports only the
lower 32 bits. The upper 32 bits of a 64-bit store operation cannot be traced.

. The trigger set is limited:
- 2P ranges
- 2 data address ranges (read or write)

- 2 write data value ranges

Triggers can be combined arbitrarily.

. BMC is not supported by the chip.

The miniMCDS uses the same clock fggg as the MCDS. As for the MCDS, the maximum frequency is

150 MHz. If the observed core runs faster than 150 MHz, 2:1 mode is to be used. See chapter Allowed
Clock Ratios in section MCDS Clock Configuration for details.

©1989-2024 Lauterbach MCDS User’'s Guide | 60



miniMCDS consists of two blocks: One POB for a TriCore core and the MCX. Unlike the normal MCDS there
is no delay when routing the pretrigger signals to the MCX.

Product Chip

cruo |

m—

:>

MCDS

LMU - Local Memory Unit

Known Issues and Recommendations

miniMCDS supports Trace Through Reset. The small trace buffer arises some issues in case of a reset:
. About 3/4 of the trace buffer is filled up with program information generated by the reset handler.

J When timestamps are enabled the trace buffer is completely filled with timestamp information.

To prevent the loss of information about the reset cause, it is recommended that you set a TraceOFF
breakpoint at the reset handler.
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Complex Trigger Language CTL

The TRACE32 Complex Trigger Language can be used for advanced trigger and trace filter programming.
This language is oriented to the trigger/filter use case and does not require detailed MCDS knowledge. For
details refer to “Application Note for Complex Trigger Language” (app_ctl.pdf).
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Clock System

The Emulation Extension Chip is a separate die operating with dedicated clocks. For synchronizing with the
signals from the Product Chip, the EEC clocks are mostly generated by the PC’s PLLs. For proper operation
only dedicated ratios and maximum frequencies are allowed.

If you only intend to enable and use timestamps, you can skip this chapter; instead refer to chapter
Timestamp Setup of the MCDS Basic Features.

If you want to program timing related trigger and filter configurations, e.g. a periodic trigger or want to use
alternative timestamp information, then continue reading.

If you are the engineer responsible for the clock setup and PLL/CCU programming, then read the EEC
Clock System chapter. The EEC clocks depend on the system clocks and are configured in the PC part of
the Emulation Device.

EEC Clock System

The EEC has up to three clocks used for different purposes:
. MCDS clock fycps

The MCDS clock is used for clocking the MCDS trace and trigger logic. The high-resolution
timestamps (relative timestamps and ticks) are also generated from the MCDS clock.

The MCDS clock is also called Emulation Clock.
o BBB clock fBBB

The BBB clock is used for clocking the FPI bus which connects the EEC modules. The main
impact is on the read and write performance when accessing the EEC registers and the EMEM
by the debugger or the application.

On many devices the BBB clock is fixed or derived from the MCDS clock.
. Reference clock fger

The reference clock is used for a periodic trigger (programmable timer) and low-resolution
timestamps (absolute timestamps).

Each clock must not exceed its device dependent maximum frequency. Additionally only certain ratios to
other clocks on the Product Chip or the EEC are allowed to ensure a proper operation.

All EEC-related clocks are configured by the Clock Control Unit (CCU) of the Product Chip’s System Control
Unit (SCU). Programming is in the responsibility of the application to completely fulffill all constraints.
Otherwise a proper operation of the EEC is not possible, especially when the application changes the clock
configuration. For more information refer to chapter Device Specific Details.

Implementation hint: The MCDS hardware is able to handle a change of the MCDS clock while generating
trace data and triggering. The information whether the MCDS frequency changed is not available to the
trace decoder, so timestamps will not be displayed correctly throughout the trace recording. When using
timestamps, it is recommended not to change the MCDS frequency.

©1989-2024 Lauterbach MCDS User’'s Guide | 63



Maximum Clock Frequency

Operating a component above its maximum frequency will result in an erroneous behavior, even if the device
seems to be operating fine at first glance.

Allowed Clock Ratios

The MCDS observes various components of the SoC, e.g. the CPUs and the buses. Their signals are used
to generate trace messages, triggers, and filters. Therefore, the MCDS clock and the clocks of the observed
components need to be synchronized. As the MCDS clock is derived from the system clock, their phases
are already in sync. They do not have to have the same frequency, but it is mandatory that the clocks must
have dedicated clock ratios.

The observed component may run with a higher clock than the MCDS. For some TriCore devices, e.g. from
the AURIX family, this is even mandatory when the CPU clock is higher than the maximum MCDS clock. In
this case a 2:1 ratio is to be used.

This 2:1 ratio works fine as long as the observed component does not provide more information than MCDS
can capture. Whether this happens or not depends on the application. Anyway some observation blocks are
prepared to the situation that more information arrives:

. A program flow trace only generates messages in case of a discontinuity of the linear instruction
execution, e.g. on a branch instruction or an exception. So only multiple consecutive jumps could
overrun the observation logic, e.g. in short loops executing only one or no instructions. The
observation logic is able to detect this and generates an appropriate error message.

NOTE: In case of such short loops, the error message contains the information how
many repetitions of the loop are missing. The current trace decoders do not
evaluate this information, an error information is displayed instead.

. For the core- and bus data traces of TriCore devices the observation logic has Duplex Data Trace
Units implemented that can process incoming data accesses in parallel.

NOTE: The trace messages of data accesses processed in parallel may not be in the
correct order. When timestamps are enabled, the trace decoder is able to sort
them correctly. For details, see chapter Trace Decoding.

Verifying the Clock Setup

On TriCore devices, the CLOCK commands can be used to set up and verify the configuration of the clock
systems. CLOCK.view opens an overview. To display the clock configuration of the device, perform the
following steps:
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1. Establish the debug connection, e.g. by SYStem.Up.

2 Run application until clock setup is completed by application.

3. Enable the computation of clock frequencies using CLOCK.ON.
4

Specify the correct base frequencies, depending on your device.

The eec panel displays the EEC-related clocks of an Emulation Device.

 B:CLOCK.view =n| Wl <
CLOCK 05Cilator VCOBase VCDBaseERAY
OFF 20.0MHz 160.0MHz 260.0MHz
@ on
system eray

RESet pll mode: normal pl_eray mode: disabled
" Register f{pl): 180.0MHz fipll_eray): 0.Hz

ﬁ MCDS
BMC flpcp): 180.0MHz flrefck2): 0.Hz
f{imb): 180.0MHz
fifpi): 90.0MHz LY
flrefck1): 7.5MHz f{mcds): 180.0MHz
output clock reference clock
mode: offfreset source: pl
flout): 0.Hz flrefclk): 7.5MHz
ftimer): disabled
NOTE: CLOCK.view displays the current clock frequencies of the device, i.e. the
settings made by the user and information obtained from the chip.
. Your application should have completed the clock setup.
. There is no checking whether any clock or ratio requirement is violated.

Device Specific Details

Each device and device family has its own clock system and distribution. For a quick reference the most
important facts are summarized here. For details, especially the maximum frequencies and the allowed
ratios, please refer to the following documents:

. The corresponding Infineon User’s Manual
. The Infineon Emulation Device’s User’'s Guide

J The Target Specification

XC2000ED and C166

For C166 and XC2000 devices, the EEC clocks are directly derived from the system PLL and cannot be
configured.

For XC2000ED, the reference clock frgr is derived from the system clock fgyg or the FlexRay clock fepay
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TriCore AUDO-NG (TC v1.3)

v

v

o frer
USB Clock — >
> /4 —»
CT.RC
J The BBB clock is fixed and not configurable.

. The MCDS clock is always identical to the CPU clock, there is no MCDS frequency limitation.

. frer == fyspg can only be selected when fy;cpg >= 100 MHz.

TriCore AUDO-F, AUDO-S and AUDO-MAX (TC v1.3.1)

f
w » MCDSDIV MLDS

— > REFCLK —»

v

f,
REF )
FlexRay PLL (L
CT.RC
. The BBB clock is fixed and not configurable.
. There is no MCDS clock limitation, the maximum ratio for fopy : fiicpsis 2:1.
. Select the System PLL as source for frer when FlexRay PLL is disabled or not available.
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TriCore AUDO-MAX (TC v1.6)

f
m » MCDSDIV mMeps

v

f,
> EDBBBDIV BEE
—» REFCLK —»
fREF
=y
L N -
FlexRay PLL (o
CT.RC
. The maximum MCDS clock is 160 MHz, the maximum ratio for fopy : fyucps is 2:1.
. Select the System PLL as source for fger when FlexRay PLL is disabled or not available.

TriCore AURIX (TC v1.6.1)

TC27x A-step only

——» MCDSDIV  weos |
Hplly R
Backup Clock
fBBB
. » BBBDIV
CCUCONO.CLKSEL
<
f
> 24
] R
FlexRay PLL T
MUX.RC

J Only TC27x A-step devices have a dedicated MCDS clock. All other devices use the BBB clock
for clocking the MCDS. The maximum BBB/MCDS clock is 167 MHz, the maximum ratio for

fCPUX : fMCDS is 2:1.

. Select the System PLL or the Backup Clock as source for frer when FlexRay PLL is disabled or
not available.

. The AURIX Demonstrator devices TC2Dx have a configurable divider REFDIV for fgeg instead of
the fixed /24 divider (not shown here).
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MCDS Clock System

The MCDS uses the MCDS clock fy;cpg and the reference clock frer They are used to operate the MCDS
logic, for generating timestamps and to drive a periodic trigger.

MCDS Sampling

The MCDS clock fycpg is used to sample the signals coming from the SoC, e.g. information about the
program flow, data access, status information, ...

With every MCDS clock cycle, information from the SoC is captured and processed:

o When the observed module operates with the same or a lower clock than the MCDS, no
information is lost.

. When the observed module operates at a higher clock than the MCDS, information is lost when
the module provides multiple data within the same MCDS clock cycle. For some modules, e.g.
the program flow traces of the CPU and the data traces of the CPUs and the processor buses,
MCDS provides mechanisms to guarantee that no information is lost for 2:1 clock ratios. For
more information, see chapter Allowed Clock Ratios.

The sampled information is used to generate trace message, triggers, and filters.

MCDS Timestamps

The following background information is intended for expert users. But other users might also benefit from it.

When the user enables the generation of timestamps, TRACE32 performs the necessary configuration.
MCDS provides different types of timestamps:

TimeStamp Clock Capacity Message Length Resolution
Tick fucps 8 bit 4 or 12 bit high
Relative fmeps 32 bit 20 to 44 bit high
Absolute fRer 32 bit 20 to 44 bit low

Ticks and relative timestamps are sample-accurate high-resolution timestamps. Both have the same
resolution but differ in the message format.

. Ticks are short and suitable when trace messages are continuously generated. When no trace
data is recorded for 255 MCDS clock cycles, the generation of a tick message is forced.
Extended periods with no recorded data will cause the trace buffer to be flooded with tick
messages.

. Relative timestamps are much larger than ticks. They have a higher capacity, so they can be
used to bridge extended periods with no data recorded. Due to their higher minimum length, they
need much more trace memory when they are used for a trace that constantly creates trace data.
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Absolute timestamps are asynchronous low-resolution timestamps. They are suitable for tagging dedicated
events but not for sample-accurate continuous trace data.

Timestamp information is generated based on the MCDS clock fy;cps and the reference clock frer

J The MCDS clock is used to generate sampling-accurate high-resolution timestamps. This means
that the resolution of the timestamp corresponds to the resolution of the MCDS clock.
Timestamps do not depend on the clock of the observed trace source, e.g. a core or a bus. This
is especially important for observed sources that operate with a faster clock than the MCDS. If
the CPU and MCDS operate with a ratio of 2:1, the timestamps might have an inaccuracy of one
CPU clock cycle.

. The reference clock is used to generate asynchronous low resolution timestamps.

Clock Counters

The timestamps are derived from two 32-bit counters within the Timestamp Unit (TSU):

. The Emulation Counter TSUEMUCNT is based on fy,cps. From its least significant 8 bits the tick

timestamp messages are generated, the entire counter value is used to generate the relative
timestamp messages.

. The Reference Counter TSUREFCNT is based on fgee The entire counter values is used to
generate the absolute timestamp messages.

The TSU also provides the TSUPRESCL register (pre-scaler) used for implementing the Periodic Trigger.
The counters and the pre-scaler are accessible via the peripheral file, see EEC Register Access.

Timestamp Configuration

The command MCDS.TimeStamp ON enables the generation of timestamps:
J For a continuous trace, e.g. unfiltered program trace ticks are used.

. For a filtered trace, ticks and relative timestamps are combined.

For basic information about timestamp setup, refer to chapter Timestamp Setup of the MCDS Basic
Features.

On TriCore chips TRACE32 only supports MCDS.TimeStamp [ON | OFF] using relative timestamps
only. If needed, absolute timestamps can be added manually using Guarded MCDS Programming.

C166 and XC2000ED absolute timestamps can be programmed using the MCDS.TimeStamp
command.
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Timestamp Decoding

For a correct computation of the timing information the MCDS clock has to be known. For details, see MCDS
Clock Configuration.

The command MCDS.CLOCK TimeStamp controls which kind of timestamps is decoded and displayed.
AUTO is the default and decodes the timestamps as configured by TRACE32. OFF prevents any timestamp
decoding, even if timestamps have been generated. Relative and Absolute directly address the timestamp

type.

It is allowed to generate and record absolute and relative timestamps at the same time. It is not possible to
decode relative and absolute timestamps at the same time, but switching between absolute and relative
timestamp decoding is possible without re-recording the trace.

NOTE: To avoid any side effect after switching between the display of relative and
absolute timestamps, execute the command Trace.FLOWPROCESS.

Periodic Trigger

The reference clock provides the base frequency for the MCDS timer, which can be used to periodically
trigger an event. The frequency of the trigger is displayed in the CLOCK.view window.

Use MCDS.CLOCK TIMER to set up the trigger. The event to be triggered can be configured using
MCDS.Set commands (see also Guarded MCDS Programming).
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MCDS Clock Configuration

TRACE32 needs to know the frequencies of these clocks:
. MCDS clock fycps

For calculating the timing information derived by relative timestamps. Providing this frequency is
mandatory.

. Reference clock fper

For calculating the timing information derived by absolute timestamps and for setting the periodic
trigger (MCDS.CLOCK TIMER). Providing this frequency is only required in special cases.

o CPU clocks fCPUO’ fCF’U1’

For calculating the timing information for CPU clock cycles. Providing these frequencies is
mandatory.

NOTE: TRACE32 cannot detect that the on-chip clock configuration has been changed by
the application. TRACE32 will always apply a given clock configuration to the entire
trace recording.

For more information about the timestamps, see MCDS Timestamps.

For setting these frequencies, TRACE32 offers three configuration options, which are described in detail in
the following chapters:

. Automatic configuration with the CLOCK commands (not for C166 and XC2000ED)
. Manual configuration

. Deprecated configuration

Automatic Configuration with the CLOCK Commands

The automatic configuration with the CLOCK commands covers the standard use cases and is the
recommended configuration option for all TriCore chips.

NOTE: The CLOCK command is not available for C166 and XC2000ED devices.

The chip’s clock system is configured by the application, including the clocks relevant for MCDS. When the
recorded trace data is evaluated, TRACES32 reads the chip’s clock setup and evaluates the timings based on
the clock setup.
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Exampile for a TriCore clock configuration operating the PLL based on an on-board oscillator:

CLOCK.OSCillator 20.MHz ; frequency of on-board oscillator

CLOCK.ON ; enable TRACE32 to read out chip
; configuration and calculate clocks

If an application uses a different clock base than the on-board oscillator, e.g. fgack Or fycopase these
frequencies need to be specified. For more information, please refer to the CLOCK command.

See Verifying the Clock Setup to verify the results of the automatic detection. The automatic configuration
mechanism may not work correctly in these cases:

J The clocks change during or after recording.

TRACES32 constantly checks the chip’s configuration, so the on-chip setup must not change.
J The chip’s clock configuration has been destroyed, e.g. by malicious code or a reset.

. TRACERS2 cannot access the chip any more, e.g. due to a power-down event.

In these cases the clocks need to be configured manually.

Manual Configuration

The manual configuration allows the user to specify fixed clocks used by TRACES32 for calculating the
timings. The on-chip clocks are configured by the application, including the clocks relevant for MCDS. The
user manually tells TRACES32 the frequencies of the related clocks. This configuration approach is
recommended in these cases:

o The CLOCK command is not available.

J The CLOCK command cannot detect the correct clock configuration, e.g. because it has
changed or has been destroyed.

. The clocks have changed during recording, and it is required to do a timing analysis for the parts
of the application that use a different clock setup.
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Example for a manual clock configuration:

CLOCK.OFF ; disable the automatic
; configuration
MCDS.CLOCK DEPRECATED OFF ; disable the deprecated

; configuration (default)
MCDS .CLOCK Frequency.McdsClock 150.MHz ; specify the MCDS clock

MCDS .CLOCK Frequency.RefClock 10.MHz ; specify the reference clock
; optional, not required
; not using absolute
; timestamps or the periodic
; trigger

Trace.CLOCK 300.MHz ; specify the CPU clock
; (single-core)

NOTE: Do not misuse this feature for simulating the behavior of your application with a
different clock configuration than used for the recording.

Deprecated Configuration

The configuration option described here is not recommended any more because conflicts between
TRACE32, the chip, and the application are very likely. It is only maintained for backward compatibility to
existing scripts and applications. The deprecated configuration is only supported for TriCore AUDO, PCP,
C166 and XC2000ED.

The application configures the on-chip clocks with exception of the MCDS related clocks. The MCDS related
clocks are configured by TRACES32 according to the user’s settings.

Example for a deprecated clock configuration:

CLOCK.OFF ; disable the automatic
; configuration

MCDS .CLOCK DEPRECATED ON ; enable the deprecated
; configuration

MCDS.CLOCK SYStem 80.MHz ; device specific setup

MCDS.CLOCK SYSDIV 1. : commands

Trace.CLOCK 80.MHz ; specify the CPU clock

; (single-core)
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Emulation Memory

The Emulation Memory (EMEM) is one of the main components of the EEC and related to some key
features of the Emulation Device. It is used as:

J Trace buffer for on-chip trace
J FIFO for the AGBT off-chip trace
J Calibration RAM

J Extra code and data RAM for use by the application

NOTE: C166 and XC2000 users can skip this chapter. For these devices there is only
the use case “trace buffer” and so nothing to configure.

TRACES32 automatically configures the EMEM for the use as on-chip trace buffer or AGBT FIFO. Users that
do not plan to use the EMEM for any other purpose than tracing may also skip this chapter. TRACE32
will automatically find the most suitable memory configuration.

Continue reading this chapter if you want to use the EMEM for any other purpose, especially when using the
EMEM for more than one purpose at the same time.

Users of pre-configured hard- and software from a supplier should double-check that the supplier
software does not use the EMEM for its own purpose. Destroying this configuration may lead to
unpredictable behavior. If so, make TRACE32 aware of the third-party configuration and contact your
supplier for more information. Continue reading this chapter.

Background Information

The size of the EMEM varies from 4 KB on XC2000 to more than 2 MB for TriCore AURIX. It is possible to
configure parts of the EMEM for different use cases. For example, calibration and trace can be performed in
parallel using different tools. Some parts of the EMEM may be restricted to a specific use case, and some
devices only allow one use case:

. C166 and XC2000 Emulation Devices can use the EMEM for trace only.

. TriCore Emulation Devices can use the EMEM for trace, calibration, and application.

TRACERS2 supports trace and trigger, but not calibration. By default it will configure all suitable EMEM
for use as on-chip trace buffer or as FIFO for AGBT off-chip trace. This allows tracing out-of-the-box.
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Calibration can be performed using a third-party tool (calibration tool) or by some code embedded in the
target application (calibration task). In this case and also in case the user application uses parts of the
EMEM, TRACE32 needs to be aware of its configuration and offers mechanisms for a conflict-free sharing of
the EMEM.

NOTE: This chapter does not distinguish between the non-trace use cases. For
simplification they are all referred to as third-party usage.

EMEM Partitioning

The Emulation Memory features a physical and logical partitioning.

Physically the entire EMEM consists of one or more memory arrays of different size and purpose. Each
memory array is partitioned into one or more memory tiles of equal size. Each of the memory tiles can be
configured independently for a specific use case, e.g. calibration or trace.

In trace mode, each memory tile is logically partitioned into paragraphs of 4 KB (TriCore). At the beginning of
each paragraph, the trace encoder writes un-compressed MCDS messages to allow a sync-in of the trace
decoder at these locations. This allows an efficient usage of the trace buffer when it is used in FIFO mode.
The logical partitioning is fixed by hardware and cannot be configured. Except for trace message
synchronization it has no further relevance.

When the decompression information at the beginning of a paragraph is overwritten with new trace
information, the older trace data from the rest of the paragraph cannot be decoded anymore. TRACE32 will
recognize this part of the paragraph as “free”. So in FIFO mode the trace buffer will practically never be filled
completely.

Memory Arrays and Tiles

The type of a memory array already indicates how it can be used:

J TCM (Trace and Calibration Memory)

TCM can be configured to be used as trace buffer or calibration RAM. It is even possible to
assign some tiles to the trace buffer and some tiles to calibration RAM. The TCM is normally a
relatively big memory array, e.g. 50 - 100 % of the EMEM.

J XM (Extended Memory), consisting of XCM and/or XTM

XCM (Extended Calibration Memory) is a relatively big memory array, e.g. 50 % of the EMEM,
and can be used as calibration RAM only. It may be a single memory tile or partitioned into
several small memory tiles. TRACE32 does not configure the XCM.

XTM (Extended Trace Memory) is a relatively small memory array, e.g. 16 KB, and consists of
two tiles. It is primarily used as a trace FIFO, e.g. for AGBT or on-chip trace streaming. But it can
also be configured as calibration RAM.

In an Emulation Device, the TCM is always available while the XM is optional.
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Each of the memory arrays is further partitioned into memory tiles of equal size. In case the memory array
allows more than one use case each of the tiles can be assigned to an operation mode separately. This is
not only a convention between TRACES32 and the third-party tool, it also configures the hardware to allow

the trace message encoder, the CPU or the debugger to access the memory. This assures that trace and

calibration can be performed in parallel and that the tools are kept separate from each other.

The size of a memory tile is fixed by hardware and cannot be changed, typical values are 8, 32 or 64 KB. A
tile can either be in trace mode, calibration mode, or unused mode.

NOTE: Not all modes are supported by all memory arrays and devices. This has an
impact on the configuration, especially on the MCDS.TraceBuffer NoStealing
command, as well as on the cooperation with third-party tools and applications.

Trace Buffer Configuration

Using the EMEM as trace buffer requires that the following conditions are met:

. Only one memory array can be used for tracing. The chosen memory array must support the
usage as trace buffer.

J Within the selected array, the trace buffer must be configured as a range of continuous memory
tiles, fragmentation is not allowed. Tiles not used for tracing can be used for any other purpose.

J Off-chip trace requires an EMEM tile to be used as AGBT FIFO. If XTM is available, XTM is
selected, otherwise TCM. Only tile 0 can be used as AGBT FIFO.

. Only one trace method can be configured at the same time: on-chip or off-chip.

In other words, the trace buffer can be configured to use an entire memory array or only a part of it. In case
of a partial configuration, it can be located anywhere.

TRACE32 uses the following parameters for describing the trace buffer configuration:

. Array: memory array that is being used as trace buffer.
J Trace buffer size: size of the trace buffer in bytes.
. Lower and upper gap: tiles of the selected memory array which are not used as trace buffer as
size in bytes.
lower gap trace buffer upper gap
o == n-1 n m m+1 --- z

Use the MCDS.TraceBuffer commands for setting up the trace buffer configuration:
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1. MCDS.TraceBuffer SIZE to set the size of the trace buffer

Setting the trace buffer size as first step will adjust the lower and/or upper gap accordingly.

2. MCDS.TraceBuffer UpperGAP or MCDS.TraceBuffer LowerGAP to configure the upper and

lower gap.

When modifying the upper gap, the lower gap is adjusted accordingly and vice versa. The trace buffer
size is only changed when it would not fit any more. For detailed information, refer to the descriptions
of the above commands.

NOTE:

Please do not use these deprecated commands any more:
MCDS.GAP is replaced by MCDS.TraceBuffer UpperGAP
MCDS.SIZE is replaced by MCDS.TraceBuffer SIZE

These commands are still available for backwards compatibility in scripts and

may be removed in future versions without prior notice.

Use Onchip.DISable and Analyzer.DISable to prevent TRACES32 from configuring the EMEM at all.
Accessing the EMEM using the memory class EEC is still possible, see chapter EEC Access for more

information.

GUI Integration

The current trace buffer can be configured via the TRACE32 command line, PRACTICE scripts (*.cmm), or

the MCDS.state window:

&2 B:MCDS state
MCDS
*) OFF
@ 0N

RESet
& CLEAR
A INFO

" Register

4 CLOCK
© BMC
E Trace

TimeStamp
@ OFF
I ON

SOURCE
CpuMux0

[¥]program
[C]ReadAddr
[ClwriteAddr
[ClwriteData
PTMode

FowTrace -

Core

CpuMux1

Program

PTMode
FowTrace
Core

ReadAddr
\ ddr

WriteData

I TriCored ~ ]

[nonE

-

TraceBuffer
Array
2 TCM
I XTM™

DETECT

UpperGAP
192.0KB
SIZE
256.0KB
LowerGAP
64.0KB

SPB
[C]ReadAddr
[CIReadData
[ClwriteAddr
[ClwriteData

PortSIZE
1Lane
PortSPEED
2500Mbps

=0 ESH =
SRI

1 2

[CReadAddr | | [C]ReadAddr
[CIReadData | | [C]ReadData
[Clwriteaddr | | [C] WriteAddr

[T writeData | | [] writeData
SLAVE SLAVE

[cPur  ~|| |[cPuo ~

The MCDS.INFO window summarizes the EMEM usage, the Onchip.state window shows the current on-
chip trace buffer size.
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Expert users can use the peripheral file to obtain the most detailed information about the current EMEM
partitioning. However, this requires a detailed knowledge of the meaning of this device’s registers and their
bits.

. For more information about accessing these registers, see chapter EEC Access.
. For more information about how to interpret the register contents, refer to the Infineon

documentation.

PRACTICE Functions

The following PRACTICE functions can be used to determine the trace buffer configuration:
J MCDS.TraceBuffer SIZE() returns the trace buffer size.

J MCDS.TraceBuffer LowerGAP() and MCDS.TraceBuffer UpperGAP() returns the lower and
upper gap.

Example for checking whether the EMEM can be used as trace buffer:

MCDS.TraceBuffer.DETECT
IF MCDS.TraceBuffer SIZE()==

(
PRINT "no trace buffer available, disabling trace"

Trace.DISable

NOTE: Please do not use these deprecated functions any more:
. MCDS.GAP() is replaced by MCDS.TraceBuffer UpperGAP()
. MCDS.SIZE() is replaced by MCDS.TraceBuffer SIZE()
These functions are still available for backwards compatibility in scripts and may
be removed in future versions without prior notice.

Co-operation with Third-party Usage

For a better co-operation with third-party tools TRACES32 provides a mechanism to automatically detect
which tiles can be used for tracing, and how to handle a conflicting situation.

MCDS.TraceBuffer DETECT allows to automatically detect which arrays and tiles can be used as trace
buffer or AGBT FIFO. For on-chip trace, TCM is preferred and the first possible trace buffer tile set is used.
For off-chip trace, XTM is preferred. Trace buffer detection by TRACES32 requires that the third-party tool has
already configured the EMEM for its own purpose.
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MCDS.TraceBuffer NoStealing controls whether tiles already configured to calibration mode can be
switched to trace mode. This prevents that any third-party tool configuration is destroyed unintentionally.
When no-stealing mode is active and a conflicting trace buffer configuration is selected by the user, the most
suitable configuration for this array is auto-configured by TRACE32. If no suitable configuration is found, the
trace buffer is configured to zero-size (on-chip trace) or the trace method is disabled (off-chip trace).

NOTE: See the command descriptions for detailed information about the detect and no-
stealing mechanisms and their interactions.

Requirements for third-party tools:

. Third-party tools must not change the trace buffer configuration while the trace is recording. If
they do so, TRACES32 will not be able to access the trace memory:
unable to read on-chip trace state.

. If the device supports an unused mode, third-party tools must not use the trace mode. In general
only one tool is allowed to perform trace recording.

NOTE: There are devices that do not support an unused mode for the tile configuration.
For these devices, auto-detection and no-stealing only make sense if the third-
party tool switches the tiles not used by it to trace mode.

Configuration Example

From an automotive supplier you have got an ECU hardware with a TC1797ED device:
J The supplier's application uses the uppermost tile 15 for an internal measurement purpose.
. Your calibration tool uses a continuous range of 384 KB of the EMEM, starting from tile 0.

J The rest of the memory should be used by TRACES32 for on-chip trace.

TriCore TC1797ED has 512 KB of Emulation Memory in total: 256 KB TCM and 256 KB XCM (calibration-
only). The tile size is 32 KB. So the memory configuration results in:

EMEM tiles used for array size
0-7 calibration XCM 256 KB
8-11 calibration TCM, lower gap 128 KB
12-14 on-chip trace TCM, trace buffer 96 KB
15 application TCM, upper gap 32 KB
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The required configuration steps in TRACE32 are:

MCDS.TraceBuffer.SIZE 96.KB

MCDS.TraceBuffer.UpperGAP 32.KB

TraceBuffer
ARRAY

TraceBuffer

; set on-chip trace buffer size

; set upper gap

; lower gap is set automatically

TraceBuffer

UpperGAP ARRAY UpperGAP ARRAY UpperGAP
@) TCM 0.B set size @) TCM 0.B set upper gap 3) TCM 32.0KB
XTM SIZE XTM SIZE XTM SIZE
256.0KB . 96.0KB . 96.0KB
DETECT LowerGAP DETECT LowerGAP DETECT LowerGAP

0.B

Device Specific Details

160.0KB

128.0KB

Each device family or device has a specific memory array and tile implementation. For a quick reference, the
most important details are summarized here. For more details, please refer to the chip manufacturer’s

documentation.

TriCore AUDO-NG

TCM does not support the unused mode. A tile not needed for trace is switched to the calibration mode. A
lower gap is not supported, the trace buffer must start with tile 0. XCM is only available on TC1796ED.

TCM

XCM

| tile size: 64 KB

o 1 2 3

Ox7FFFF 0x40000

TriCore AUDO-F

0x0 MCDS address

TCM does not support the unused mode. A tile not needed for trace is switched to the calibration mode.

XCM is only available on TC1797ED.

} TCM R
all, except TC1797ED
tile size: 32 KB 7 - 0
TCM | XCM |
TC1797ED only
15| --- 8 | 7| -~ | O
Ox7FFFF 0x40000 Ox0 BBB address offset
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TriCore AUDO-S and AUDO-MAX

TCM does not support the unused mode. A tile not needed for trace is switched to the calibration mode.

TCM

n mmm

(n * 0x100000) - 1

TriCore AURIX

Ox0 BBB address offset

n=5,7, 11

(0] tile size: 32 KB

All tiles are initially assigned to the unused mode. TRACE32 never switches a tile to the calibration mode.
When changing the trace buffer configuration the EMEM tiles are handled as follows:

. Tiles not needed for tracing are left in their current state. If their current mode is trace, they are
switched to unused.

. Tiles required for tracing are checked for their current mode. In case they are unused- or in trace
mode they are assigned to trace mode. If they are in calibration mode and the no-stealing
configuration is disabled, the tiles are switched to trace mode and a warning is displayed. If the
no-stealing option is enabled, configuration of a tile already in use is not possible.

XM

XTM

Xcm

TCM

15

0x10000

(0)°¢0]

tile size:
TCM: 64 KB
XTM: 8 KB

optional:
XCM, XTM

BBB address offset
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AGBT High-speed Serial Trace

The AGBT (Aurora GigaBit Trace) is an off-chip trace interface using the Xilinx Aurora protocol for
transferring MCDS trace data to an external recording device, e.g. a TRACE32 preprocessor and a
PowerTrace module.

NOTE: Users of XC2000 and TriCore AUDO Emulation Devices can skip this chapter,
these devices do not provide AGBT.

Background Information

The trace messages for MCDS on- and off-chip trace are identical. Both are written to the trace buffer in
EMEM. From the MCDS point of view, there is no difference between on- and off-chip trace.

(cruo L

A s
Debug Cable I <H7
< jt Back Bone Bus jt jt jt Preprocessor

Emulation Extension Chip

Product Chip

. For an on-chip trace, the entire EMEM or a part of it is used as trace buffer. The debugger reads
from the trace buffer when trace recording is completed.

J For an off-chip trace, only a small and dedicated part of the EMEM is used as AGBT FIFO. The
on-chip AGBT module reads from the AGBT FIFO during recording, processes the data and
provides it at the trace port pins where it is received by the TRACES32 Serial Trace preprocessor
or by TRACE32 PowerTrace Serial.

The EMEM is automatically configured for use as an AGBT FIFO: in case the device has an XTM array, this
is used as AGBT FIFO, otherwise TCM tile 0. For more information, see chapter Emulation Memory.

Also from the user’s point of view, there is not much difference in MCDS configuration for on- and off-chip
trace. Some settings related to the EMEM, e.g. the trace trigger, are not applicable or behave differently.

The Serial Trace preprocessor/PowerTrace Serial is also responsible for providing external timestamps. As
these timestamps are very inaccurate, internal timestamps generated by MCDS can be used. For more
information, see chapter Limitations and Restrictions.
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Xilinx Aurora

Aurora is a serial high-speed link and protocol designed by Xilinx.

For data transmission, it uses one or more independent lanes, each consisting of one differential LVDS
signal, allowing transfer rates of up to several GBit/s. Depending on the requirements, the number of lanes
can be adjusted as well as the lane speed.

For communication on each lane, an 8b10b encoding is used for error detection and correction. Additionally
the communication is CRC protected. Before any data can be transferred, sender and receiver synchronize
by performing a channel training. The channel training is performed automatically and does not require any
user interaction.

Aurora is not MCDS or TriCore specific. MCDS trace data is transferred as Aurora payload.

For example, TriCore AURIX uses 1 lane with a maximum lane speed of 2.5 GBit/s. A reference clock of
100 MHz is provided by the TRACES32 hardware.

Requirements

For performing AGBT off-chip trace, all components need to support it:

o The TriCore device must support AGBT and provide the necessary pins.
. The target board must offer the required connector.
. The TRACES2 tool chain needs to be able to record and process the trace data.

The following chapters describe the requirements in detail.

TriCore Chip Requirements

Only a few TriCore devices do support AGBT off-chip trace. Using this list it is possible to identify whether a
specific device supports AGBT off-chip trace. For more information, please contact your assigned Infineon
FAE.

. TriCore AURIX device required

Currently only TriCore AURIX devices support AGBT off-chip trace, the previous TriCore AUDO
family does not. Within the TriCore AURIX family, a device from series 6 or higher is required, e.qg.
TC26x, TC27x, TC29x.

J TriCore AURIX Emulation Device or ADAS device required

Only the Emulation Device variants have the AGBT logic implemented. All ADAS devices are
Emulation Devices.

. Device Package

Even if the Emulation Device has the AGBT logic implemented, the device package needs to
provide the necessary pins:
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- BGA packages: All BGA devices provide the AGBT pins. Soldering the device to the target
board is highly recommended, especially for the high-pin variants.

- LQFP packages: The LQFP devices normally do not support AGBT even if the logic is
implemented. Only the Fusion Quad variants support AGBT off-chip trace. These packages
have additional pads at the bottom side and a ‘Q’ in the chip identifier. For more information,
please refer to the Infineon documentation. Soldering the device to the target board is
mandatory for using the AGBT off-chip trace.

The picture shows a normal LQFP package on the left side and a Fusion-Quad package on the
right side. Please note the ‘Q’ marking and the extra pads for the AGBT signals.

A SAK-TC275TE-64F200W AB EES
Letter “W” indicating regular LQFP package without AGBT pins.

B SAK-TC275TF-64F200Q BA EES
Letter “Q” indicating special Fusion Quad package with AGBT pins.

C Extra pins of Fusion Quad package providing AGBT signals.

Target Board Requirements

For supporting AGBT off-chip trace, the target board needs to be equipped with a with 22-pin ERF-8
connector. A description of the pinout can be found on https://www.lauterbach.com/ad3829.html

For documentation on the target connectors, see chapter Target Interface.
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TRACE32 Requirements

The following TRACE32 hardware and licenses are required for AGBT off-chip trace:

Serial Preprocessor and PowerTrace Module:

J Supported PowerTrace modules:

Device

Trace Buffer Size

PowerTrace |l

1GB,2GB, 4GB

PowerTrace Il LITE 512 MB
PowerTrace Il 4 GB, 8 GB
PowerTrace PX 512 MB

PowerTrace Ethernet

256 MB, 512 MB

J Lauterbach Serial Trace V2 preprocessor or newer

A lane speed of less than 625 MB

it/s and frame repetition due to CRC errors are not supported.

See VERSION.view to find out the version of your Serial Trace preprocessor.

A B:VERSION.view =n| Wl <

TRACE32 PowerView for TriCore

MICROPROCESSOR DEVELOPMENT SYSTEM

Copyright (c) 1989-2014 Lauterbach GmbH

Software: Interim Build (64-bit) more...
Software Version: S.2014.03.000051707
Build: 51707 03/2014

License: more...
Cable: PowerPC (MPC55xx MPC5730¢-TRACE) 04/2014

TriCore  (TriCore TriCore-MCDS) 04/2014
Prepro:  PowerPC (MPCS7xx-TRACE)
TriCore  (TriCore-MCDS)

Hardware: PowerDebug-1I via Ethernet more...
Debua Cable: C12097777777 _Automotive Debug Cable
Preprocessor: C12080164376 SerialTrace V2

Environment: Windows 7 more...
5YS: C:\T32
TMP: C:\temp
COMFIG: C:\temp\T32_1000037.t32 edit...
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o Trace Converter LA-3829 “Conv. Samtec40 to Samtec22 TriCore AGBT”

The trace converter is mandatory for providing the correct reference clock to the Aurora logic of
the AGBT. Optionally, the debug cable can be connected to this converter.

o MCDS trace license

The MCDS trace license may be stored inside the preprocessor or the debug cable. For details,
see chapter MCDS Licensing.

The AGBT off-chip trace requires the debugger for configuration, setup and trace control as well as for
concurrent debugging. The picture below shows the recommended combination of PowerDebug Pro,
PowerTrace Il with the Automotive debug cable and the Serial Trace V2 preprocessor.

A Debug Module, e.g. PowerDebug Pro B Debug Cable, e.g. Automotive Debug Cable

C Trace Module, e.g. PowerTrace Il D Trace Preprocessor, e.g. Serial Trace V2

E Trace Converter Samtec40 to Samtec22 TriCore AGBT
Required for connecting the target board with the trace preprocessor (required) and the debug
cable (optionally, the debugger can also be connected to a dedicated debug connector on the
target board).

F 22-pin debug and trace cable
G Target Board, e.g. TriBoard-TC2x7 with TriCore TC277TE (soldered)

H 22-pin ERF-8 connector for debug and trace
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PowerTrace Serial:
o A PowerTrace Serial licensed for TriCore AGBT.

J AGBT Trace Adapter for PowerTrace Serial (LA-3556).

The TRACES32 online help provides a “PowerTrace Serial User’s Guide” (serialtrace_user.pdf), please
refer to this manual if you are interested in details about PowerTrace Serial.

Debug Module, e.g. PowerDebug Pro
Debug Cable, e.g. Automotive Debug Cable
PowerTrace Serial

AGBT Trace Adapter for PowerTrace Serial
22-pin debug and trace cable

Target Board, e.g. TriBoard-TC3x9 with TriCore TC399XE (soldered)

¢ M m O O W »

22-pin ERF-8 connector for debug and trace
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AGBT Configuration

TRACE32 automatically detects and configures the preprocessor/PowerTrace Serial. If the attached TriCore
device supports AGBT, Analyzer is selected as the default trace method. Lane and port speed are set to the
maximum of the device.

To change the number of used lanes and their speed, use the following commands:

o MCDS.PortSIZE </lanes>

Change this value to the number of Aurora <lanes> used by your target board, e.g. if there are
fewer lanes connected than the device supports.

. MCDS.PortSPEED <speed>

Change the Aurora lane <speed> in case of electrical issues, e.g. transmission errors or
initialization issues during channel training.

NOTE: Whether the trace method Analyzer can be used or not, depends only on the
attached TRACES32 tool hardware and the selected CPU. It does not matter
whether the device package supports trace pins or if the
preprocessor/PowerTrace Serial is connected to the board.

Disable the Analyzer in case the preprocessor/PowerTrace Serial is not to the target device to avoid
unwanted configuration and related error messages.

I Analyzer.DISable
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Trace Streaming

In the trace streaming mode, the recorded trace data is written directly to a file on the host computer instead
of being stored in the PowerTrace module. The trace buffer of the PowerTrace module is only used as a large
FIFO to compensate load peaks. See https://www.lauterbach.com/tracesinks.html for the basic concept.

. PowerTrace Il / PowerTrace lll and PowerTrace Ethernet support trace streaming.
Recommendation is to use PowerTrace Il / PowerTrace Il because of its Gigabit Ethernet
interface.

Device Host Connection Streaming Compression
PowerTrace Ethernet USB 2, 100 MBit Ethernet Software

PowerTrace |l USB 2, 1 GBit Ethernet Software, Hardware (default)
PowerTrace IlI USB 3, 1 GBit Ethernet Software, Hardware (default)

. Use of the 64-bit version of TRACE32 is mandatory.

. The disk where the file is stored and the architecture of your host computer must be fast enough
to store the incoming trace data without any delay.

For trace streaming configuration, please refer to chapter “STREAM Mode (PowerTrace hardware only)”
in Training AURIX Tracing, page 63 (training_aurix_trace.pdf).

The trace buffer of the PowerTrace module only compensates load peaks depending on the buffer size. The
average trace data rate must not exceed the physical limitations of the connection between the PowerDebug
module and the host computer as well as the system components of the host computer.

The command Analyzer.STREAMCompression configures on which level the trace data is compressed
before and after streaming. At the expense of CPU power, the compression rate can be increased before the
streamed data is stored to the hard disk. This will improve write performance.

NOTE: The compression rate is highly dependent on the application and the
transferred data, e.g. program flow trace, data trace, ...

Limitations and Restrictions

The AGBT has some restrictions and limitations that affect trace recording and may require a workaround.
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External Timestamp Resolution

By default, the serial preprocessor/PowerTrace Serial adds timestamps to the trace messages as they
arrive. For Aurora-based serial trace implementations, these timestamps are generally very inaccurate due
to the amount and size of the chip-internal FIFOs.

Aurora internally processes the data in various stages. Each stage implements a FIFO where several trace
messages are collected before they are processed collectively. Although the message order is preserved,
they arrive in bursts at the preprocessor/PowerTrace Serial. As the preprocessor/PowerTrace Serial cannot
reconstruct the original time information, all messages of a burst get the same timestamp. This is the reason
why it seems as if hundreds of assembler instructions (or other operations) have been executed at the same
time while the next bunch of instructions has been delayed dramatically.

For accurate timestamps, use the internally generated MCDS timestamp messages. The MCDS uses
relative timestamps, so decoding the entire trace buffers is required. For huge trace recordings this is very
time consuming. For more information about timestamp generation, see Timestamp Setup.

NOTE: TRACERS2 is using interpolation to compensate the missing timestamps. This
will improve graphical display, e.g. for Analyzer.Chart.sYmbol. It is not
recommended to do a performance analysis based on the external timestamps.

AGBT FIFO Overflow

The MCDS is able to generate more trace messages than AGBT is able to transfer even at the highest
possible data rate. If this happens, trace information is lost. TRACES32 can detect this and display an error
message.

To avoid AGBT FIFO overflows:
. Only generate trace messages with data of interest.
For example, this can be accomplished by de-selecting unrelated trace sources.

J Make sure your application does not spend too much time in short loops.

One example of a short loop is an idle task that consists only of one or few NOP instructions. In
this case, too many program flow messages are generated. To avoid this, extend the idle task
with more NOP instructions to reduce the number of generated flow messages.

. Use the command MCDS.Option FlowControl to limit trace message generation or to stall the
core when an AGBT FIFO overflow is likely.
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Advanced Emulation Device Access

Expert users will need low-level access to the EEC, e.g. to EMEM or MCDS. Low-level access can be

established by:

J Using the EEC and EMEM for a proprietary task, e.g. by the application (TriCore only).

In this case the EMEM and the EEC registers need to be accessed directly, either by the
application or the user for debugging the application.

. Programming the MCDS, e.g. for special trigger setups.

The trigger setup may be used in addition to the triggers and filters via the Break.Set command.

Only few expert users will need to do this, so most users can skip this chapter.

features.

NOTE: This chapter does not replace the Infineon Emulation Device Target
Specification. Read this document to learn how to use the EEC resources and

EEC Access

On the EEC, all components are accessible via memory mapped registers connected to the Back Bone Bus
(BBB) of the EEC. The BBB is completely independent of the SoC’s buses. On all Emulation Devices, the
debugger can access these components. On TriCore devices the application can access them, too.

Product Chip
< Processor Bus >
m % v
PN PN
s m m
Debug Cable I ‘ ‘
——— — ) cwEn
jt Back Bone Bus jt jt jt
< 2
Emulation Extension Chip

J The debugger uses the 1032 (Cerberus 10 Client) which is selected on JTAG or DAP level. This
mechanism does not only eliminate the need of a dedicated debug port for the EEC, it also
prevents any interference of the debugger and the application in accessing the EEC because of

separated access paths.

©1989-2024 Lauterbach

MCDS User's Guide | 91



For accessing the EEC via the debugger, use memory class EEC. It is only available if the device
under debug is an Emulation Device, and the user has selected the ED using the SYStem.CPU
command.

Selecting a non-ED device will completely disable all EEC-related commands and accesses,
even if the attached device is an ED. This behavior allows the user to let his application access
the EEC without any interference from TRACES32.

. The application accesses the EEC resources via the MLI bridge modules (TriCore AUDO) or the
LMU (TriCore AURIX). The 10 Client path is not available, even if the debugger is not connected.

. Overlay support is provided via the PMU or LMU (device dependent).

NOTE: On TriCore AUDO, the LMU path is only used to access the EMEM for
calibration purpose. Register access is not possible, MLI has to be used
instead. For more information about accessing the EEC via MLI, refer to the
Infineon documentation.

EEC EMEM Access

The main use case for a raw memory dump is to access the contents of the EMEM when debugging a
calibration task:

Data.dump EEC:0xAFF40000 ; show the EMEM content of a
; TriCore TC1l797ED device

To find out where the EMEM is mapped on your Emulation Device, refer to Infineon’s TriCore ED Target
Specification for the EEC’s address map.

Use Onchip.DISable and Analyzer.DISable to prevent TRACE32 from configuring the EMEM at all. It is still
possible to access the EMEM using the memory class EEC.

EEC Register Access

All EEC registers are memory mapped and can be accessed as a memory dump (see EEC EMEM
Access). However, it is much easier to view and modify the EEC registers using the peripheral file. There
are different ways to access the peripheral file:

. Use the command PER.view to open the default peripheral file and scroll down to the top-level
tree entry Emulation Extension Chip (EEC).

o Alternatively, select the desired EEC module from the TriCore menu.

. To access MCDS specific registers, use the PER.view or the MCDS.Register command.

To find out where the registers of a component are mapped on your Emulation Device, refer to Infineon’s
TriCore ED Target Specification for the EEC’s address map.
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Impact of Direct EEC Access

A read access to the EEC registers and memories does not have any impact on the behavior of the Product
Chip part of the SoC or the application running on it. A direct modification of the EEC registers by the user is
possible, but may have unwanted effects because:

. TRACES32 may overwrite the user’s modification at a later point of time.

TRACES32 internally caches settings for performance reasons and writes them to the target
device when required, e.g. before program execution.

. The modification may change the behavior of a setting or feature programmed by TRACES2.

TRACERS2 internally keeps track of the configuration of registers it assumes under its exclusive
control. Modifications of such registers are not monitored, the behavior is unpredictable.

When directly modifying EEC resources, make sure to disable the corresponding TRACES32 feature for
avoiding any interference and unwanted effects.

Use the command MCDS.RESet, MCDS.CLEAR or MCDS.Init to discard direct modifications to MCDS
registers. Modifications to comparator registers will not be discarded if they are not used by TRACE32;
however, triggering will not have any effect any more.

Guarded MCDS Programming

MCDS experts can use the MCDS.Set commands to program the MCDS pretrigger-, event-, action- or
counter registers within the MCDS Observation Blocks or the Multi-core Cross-connect (MCX). Trigger- and
filter setups made by using this command will be remembered by TRACE32; the programmed resources will
not be overwritten. The programming made by this command are discarded by the MCDS.CLEAR or
MCDS.RESet command.

The MCDS.Set command makes sense in the following cases:

J Programming an MCDS feature that is not yet supported by TRACE32.

J Verifying the MCDS implementation.

TRACE32 keeps track of the user's MCDS.Set configuration and uses the resources specified by the user.

Other trace- or trigger setups, programmed later or prior to an MCDS.Set command will not use these
resources. Instead TRACES32 will try to find an alternative solution.
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A summary of the used resources is displayed in the MCDS.INFO window. For each Observation Block and
the MCX, the used and available actions, cross-triggers, and counters are shown:

% B:MCDSINFO =n| Wl <
device info memory usage
type: ED total: 512.0KB
revision: 03 trace: 256.0KB

number: 0000 calibration: 256.0KB

tricore pcp Imb sph mox
trig_ip:  3/6 trig_ip:  0/4 trig_ea: 0/4 trig_ea: 0/4 reg_cnt: 216
trig_id: 02 trig_id: 02 trig_data: 0/4 trig_data: 0/4 act_cnt: 016
trig_ea: 2/4 trig_ea: 0/4 trig_acc: 0/4 trig_acc: 0/4 act_wpt: 0/8
trig_wd: 0/4 trig_wd: 0/4 act_wpt: 0/4 act_wpt: 0/4 act_xtrg_tc:  0/9
act_wpt: 3/8 act_wpt: 0/4 act_xtrg: 0/4 act_xtrg: 0/4 act_xtrg_pcp: 0/9
act_xtrg: 0/4 act_xtrg: 0/4 act_xtrg_spb: 0/9
act_xtrg_Imb: 0/9

NOTE: When routing trigger signals between the MCX and Observation Blocks, please
be aware that this routing requires one MCDS clock cycle. This means that
there will be a delay between trigger and result.

Timestamp Usage

When using MCDS.Set commands, automatic timestamp configuration might fail, especially when only
trace filters are programmed. In this case the timestamp programming has to be done manually, using
MCDS.Set commands.

NOTE: On TriCore AUDO devices, it is not possible to generate a timestamp enable or
disable signal synchronous to the rising or falling edge of a filter. It is
recommended that only unconditional timestamps are used.

The trace decoder is not able to detect the manually programmed timestamps. MCDS.CLOCK TimeStamp
is used to make configure the trace decoder for manually programmed timestamps.

Trigger Program Example

Let’'s assume a user observes that some location in the TriCore’s local data RAM is erroneously overwritten
(TC1797ED). Setting a write-breakpoint at the corrupted location does not catch the event. Since the on-
chip breakpoints of the Product Chip only trigger on write accesses caused by the CPU, the defective write
must be triggered by some peripheral. So it is necessary to observe the Local Memory Bus.

The address of the illegal write access is 0OxXDOOOA1EC:

&ldram_address="D:0xD000A1EC++0x00000003™" ; address in LDRAM
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Configure a trigger on any write access to the LDRAM location:

MCDS. Set
MCDS. Set
MCDS. Set
MCDS. Set
MCDS. Set

LMB.EAddr0 &ldram_address
LMB.ACCess0 /Write

LMB.EVTO0 EAddr0

LMB.EVT0O ACCessO

LMB.ACT MCX_TRGO aisAUTO EVTO

pretrigger on address
pretrigger on write
EVTO will AND both
pretriggers

The information about what triggers the write access can be obtained by the LMB bus trace:

MCDS . SOURCE . NONE

MCDS. Set
MCDS. Set

LMB.ACT DTU_WADR aisAUTO EVTO
LMB.ACT DTU_WDAT aisAUTO EVTO

Stop TriCore execution on first illegal access:

MCDS. Set
MCDS. Set
MCDS. Set

; enable

TrOnchip.
TrOnchip.
TrOnchip.

LMB.ACT MCX_TRGO0 aisAUTO EVTO
MCX.EVTO LMB_TRGO
MCX.ACT BREAK_OUT aisAUTO EVTO

TriCore to break on MCDS event
BreakOUT MCDS BreakBusO
BreakIN TriCore BreakBusO
EXTernal ON

disable defaults
show details of the
illegal LMB write

route trigger to MCX
get trigger in MCX
generate break signal
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The information about what caused the unwanted access can be obtained from the Trace.List window. In

this case the access was caused by the debugger writing 0x12345678 to this address.
i BuTrace.List EI@

(&=, )L Goto...| #3 Find... [ ] Chart |[ B Profie || B MIPS |(# bore)(X Less| —

record |run |address cycle |data symbol

4 [m] »

| D:DO00ALEC wr-Tmb 12345678 emiGlobaly_Tc_ue_istack+0x4464 0CDS-h

NOTE: If you want the debugger to simulate a bus access, you have to write to this
location. Then use Trace.Mode SLAVE OFF to enable the display of the

debugger accesses in the Trace.List window.

Example Scripts

For examples of how to access and configure the EEC directly and independently of TRACE32, see

~~/demo/tricore/etc/emem/

d emem_aurix.cmm
The script shows the access and manual configuration of the EMEM on TriCore AURIX

Emulation Devices.
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Known Issues and Application Hints

This chapter is a summary of known issues that may arise when using MCDS. It explains the reason behind
the issues and provides solutions and workarounds. Not all workarounds may be suitable for all applications.

Missing Instructions

In 2:1 mode the trace messages generated by MCDS may not contain all information necessary to
reconstruct the entire program flow. In this case, some few instructions may be missing. The missing
instructions will mainly be branch (jump) instructions so this may affect higher trace analysis such as the
function nesting and code coverage.

As there is no special MCDS message TRACE32 is not able to indicate the gap in the program flow.
However MCDS assures that the decoder is able to follow the program flow as soon as possible. This issue
only generates incomplete trace information, all instructions reported to be executed have really been
executed.

Invalid Program Trace at the Beginning of the Trace Recording

The first instructions of a trace recording may show invalid code. This happens in rare situations, e.g.

SYStem.Mode Up
Register.Set PC <address>

The reason for this behavior is that MCDS sees the first valid address only after the first discontinuity, e.g a
branch instruction.

No Trace Content Displayed

Although TRACE32 shows that the trace buffer is filled almost completely, the Trace.List window is empty or

NOTE: With the current TRACE32 versions, especially release 2015/09, this behavior

This behavior is caused mainly by the trace decoder when a huge, continuous amount of trace data does not
contain information to be displayed directly. As TRACES32 tries to keep responsive for user input it does not
process all trace data.

There are two main reasons why trace data does not result in trace display:
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1. In an AMP system, trace data is not related to the core controlled by this GUI.

For example, trace data generated by TriCore is not displayed in the PCP or GTM GUI. As PCP and
GTM only run occasionally they generate trace data for only short periods of time.

2. On TriCore AUDO, a selective trace with timestamps enabled is configured.

On TriCore AUDO selective timestamps are not supported, so timestamp messages are generated
continuously. The trace decoder internally processes the timestamps but does not display them
separately. So the large gaps between the displayed trace information is too high for a continuous
display of the traced information. See chapter MCDS Timestamps for details on timestamp
messages.

On TriCore AURIX selective timestamps are supported.

NOTE: If the entire trace buffer has no relevant content, TRACES32 will display “nothing
to show” in the Trace.List window.

Displaying the MCDS raw messages can help understanding the cause why TRACE32 does not display any
data:

Trace.List TP MCDS DEFault

See Trace Decoding for more information.

FIFOFULL error

When more trace data is generated than MCDS can write to the trace buffer, a related MCDS message is
generated and displayed. This may happen in especially in 2:1 mode when executing tight loops. See Trace
Limitations and Restrictions for more information.

Concurrent Usage of Different Trace Methods

Only one of the following trace methods can be used at the same time:

o Analyzer
o CAnalyzer
o Onchip

The TriCore AUDO-NG devices TC1766ED and TC1796ED support the parallel OCDS-L2 off-chip trace and
the MCDS on-chip trace. Since TRACE32 version S.2016.04.000071765 It is no possible to use both trace
methods at the same time any more.
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PCP Channel ID

The MCDS can use the PCP Channel ID (a single ID or a range of IDs) for

. Sampling it to the trace recording

. Triggering an event or action based on it

J Filtering trace data based on it, e.g. recording write cycles triggered by a certain trace channel
only

The MCDS derives the PCP Channel ID from the CPPN (Current PCP Priority Number), which is part of the
R6 Register. Since R6 may be used as General Purpose Register, the CPPN may contain arbitrary data. In
this case the channel ID will also have arbitrary data. Triggering on the channel ID will result in unpredictable
behavior.

Workaround for the TASKING PCP C/C++ Compiler

In case of the TASKING PCP C/C++ compiler, use the interrupt-enable compiler option to make the CPPN
available in R6:

o Command line switch:

--interrupt-enable

. IDE menu entry:
1) Select Global Options Channel Configuration.

2) Enable the option Allow channel to be interruptible.

This has the disadvantage that interrupts become interruptible. Interrupted channels will still have a wrong
channel ID when resuming because the CPPN is only stored in R6 on channel start and exit.

Additionally add the function qualifier __cppn (CPPN) to the function declaration of your channel program
to define the interrupt priority of an interruptible function:

void __ interrupt (channel number) _ cppn (CPPN) isr (void)

{

}

For further information, see the TASKING PCP C/C++ compiler documentation.
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Glossary

The glossary contains a description of the most important terms used by Infineon and Lauterbach.

Infineon Glossary

Aurora GigaBit Trace (AGBT)

Implemented in AURIX Emulation Devices. The Xilinx Aurora protocol is used to provide the
MCDS trace data at an external trace port.

Emulation Memory (EMEM)

Used to store the recorded trace data, e.g. as trace buffer for on-chip trace or as AGBT FIFO for
off-chip trace. Also holds calibration data.

Emulation Device (ED)

When the Product Chip (PC) is combined with the Emulation Extension Chip (EEC), the resulting
chip is called Emulation Device (ED). The ED has all the features of the PC and the EEC.

Emulation Extension Chip (EEC)

The Emulation Extension Chip is a silicon which is combined with the corresponding Product
Chip (PC) to form the Emulation Device (ED). Depending on the device, it adds features like
MCDS trace, trigger and filter, as well as trace- and calibration memory, on-chip trace and
additional debug features. AURIX devices also feature the AGBT off-chip trace.

Multi-core Debug Solution (MCDS)

On-chip logic provided by the Emulation Extension Chip (EEC) to implement trace data
generation, trigger and trace filter functionality.

On-chip Debug Solution (OCDS)

On-chip logic on the Product Chip (PC) to implement execution control as well as register and
memory access. For a definition of the OCDS levels, see chapter “Introduction”
(debugger_tricore.pdf).

Product Chip (PC)

The Product Chip is the silicon that is used in mass production SoCs. It has OCDS-L1 debug
functionality, older devices up to AUDO-NG also the deprecated parallel OCDS-L2 off-chip trace.

Product Device (PD)

The Product Device is the chip used for mass production. It just contains the Product Chip
without the EEC.
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Lauterbach Glossary

Benchmark Counter (BMC)

BMC is a TRACES32 feature that allows an easy setup for counting triggers or on-chip events, e.qg.
interrupts, cache hits or misses, memory accesses. Based on the results of the individual
counters, a performance analysis can be made.

Complex Trigger

A Complex Trigger is a trigger setup that cannot be made using the triggers and filters via the
Break.Set command e.g., a bus trigger or trigger setups requiring a state machine.

Filter

A filter is a trigger setup that reduces the amount of generated trace data.

Off-chip Trace

The chip provides the trace data by an external trace port. The amount of trace data that can be
stored depends on the external trace hardware. Currently TRACE32 tools can store up to 4 GB
on their PowerTrace modules or theoretically unlimited trace data on the workstation’s hard disk
when using the streaming mode.

On-chip Trace

The trace data generated by the chip is stored on the chip itself and later read out by the
debugger.

Trigger and Filter via the Break.Set Command

These triggers and filters are pre-defined combinations of events and the resulting actions that
happen when the event occurs, for example a breakpoint. These triggers and filters can only be
programmed on events triggered by the CPU.
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